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Abstract
System logs are useful to understand the status of and detect faults in large scale networks.

However, due to the diversity and volume of these logs, log analysis requires much time and effort.
In addition, two issues must be considered in automated log analysis that have not been solved:
(1) a gap between statistical anomaly and real problem, (2) adaptivity to network system change.
This work tackles on these two issues, using real log data obtained from SINTE4, a nation-wide
network in Japan. First, we focus on burstiness and causality of log time series data and analyze
the usefulness of detecting log bursts. Through this analysis, we find metrics to detect meaningful
burst for troubleshooting. Next, we propose a latent variable based log anomaly detection method,
which works without data-specific pre-processing and pre-defined anomaly, and thus it is adaptive
to the change of trend. Through evaluation, we demonstrate that our proposed method achieves
14.5% higher recall and 3% higher precision than a traditional PCA based method. We confirm
findings in this work ease troubleshooting of network system faults with several case studies.
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Chapter 1

Introduction

1.1 Background
Network reliability is a crucial concern in the Internet. For example, for ISP network operation,

high availability and fault tolerance have been critical requirements while its network system is get-
ting more complicated and large-scaled. Therefore, network operators are required to troubleshoot
network problems as fast as possible. To troubleshoot network problems, network operators inves-
tigate network behavior relying on data obtained from network system. For example, traffic data,
resource usage data gathered by SNMP [1], network logs and so on. Analyzing network logs is
one of the most useful methods to understand natures of networks. Unlike other data, network logs
are familiar format for network operators because logs are text data. By reading log messages,
network operators can understand when and where and what happened in the network system. In
operational networks, syslog [2] is widely used protocol for collecting network logs and it allows
us to gather logs from all devices at one server. With these logs, the operators investigate detailed
status and events for each devices in the network system.

However, due to rapid increase of the scale and complexity of network system these days, the
amount of logs is too huge to manually analyze. In addition, since formats of log messages are
defined by each device vender, software, OS and so on, the representation of log messages is
completely different and thus the number of kind of log is also huge large. Therefore, automatic
log analysis methods are highly required.

Many log analysis methods for finding anomalies and their root causes have been proposed to
realize automatic log analysis [3, 4, 5, 6, 7, 8]. In many cases, one first classifies the logs by their
message type (i.e., log template) then treats them as statistical time series to be later processed
through statistical analysis. System logs have an intrinsic nature that makes automatic analysis
very difficult; their time series show a variety of characteristics such as periodicity, burstiness,
randomness, and sparseness, compared with other time series data. Most studies have been
devoted to developing effective pre-processing methods (e.g., filtering, smoothing, denoising) and
appropriate discriminative log time series features for analyzing their own data. In other words,
these existing methods highly depend on each dataset. Thus, we require enough domain knowledge
about the underlying networks for optimizing the analysis methods in order to use these methods
in other system.

After analyzing logs by existing methods, we find anomalies or root causes in them. However,
anomalies and root causes are statistical results and not always related to real serious problems. For
example, network device updates may cause infrequent behavior, which are statistically outliers
but not real serious problems. To utilize the analysis results, we have to consider severity or
importance of them because these detected anomalies are not always system anomaly but just
statistical outliers.
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Anomaly
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Fig. 1.1: Analysis overview

1.2 Problem statement
Figure 1.1 shows general processing flow of log anomaly detection and each problem comes

from each step. In the figure, we can see the difficulties mentioned in the previous section as
following three problems in automatic log analysis.

■1. Gap between numerical data and text data Since log messages are free format text data, it
is difficult to directly analyze logs. Thus, we first have to convert log messages into numerical
data. As a preprocessing, almost all past literatures estimate formats of log messages from raw log
messages and categorize them by their formats.

■2. Gap between statistical anomaly and real problem By using log template and log time
series, we can apply existing statistical analysis methods to log messages. Then, we find statistical
characteristics, anomalies, or outliers by these statistical analyses. However, these statistical
outliers are not always important in real problems. In other words, these characteristics are not
always useful knowledge for network operation. Therefore, we must evaluate the importance of
analysis results in a real network system.

■3. Adaptivity to the change of network system behavior Network system behavior depends on
network topology or policies. They are different for each network system and thus network system
behavior is totally different for each system. Even in the same network, they are changing in
time. Thus, the analysis method should be available in various network systems. Focusing on the
anomaly detection in network system, the method must be capable to detect unknown pattern of
attacks or anomalies since the way of attacks always change.

In many literatures, processing free format text data, which is the first problems shown as P1. in
Fig. 1.1, is realized by log template estimation for converting text data into numerical data. They
also rely on preprocessing to mitigate difficulty of statistically handling logs, such as sparseness,
long-tailed distribution. These two processes are sophisticatedly tuned. Thus existing methods
work very well against known anomalies in the specific network system.

In this study, we tackle on the second and third problems. First, we focus on log burstiness,
which is one of the most typical time series anomalies and analyze how useful observed bursts
in log messages for network operation. We conduct this analysis for the second problem. Next,
towards more general approach, we propose latent variable based log anomaly detection for the
third problem.

1.3 Contributions
The contribution of this work is as follows. First, in order to evaluate the usefulness of log

anomalies, we combine two approaches. One is a log causal inference, which is knowledge mining
approach from log data, and the other is burst detection, which is naive approach to detect anomaly
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in time series data. We conduct three types of analysis with causal inference results and extract
meaningful burst data for troubleshooting from all the detected bursts. Second, we propose our
latent variable based method for highly diverse log time series data without any data-specific
preprocessing. We discuss the effectiveness of the method when we applied it to real network
syslog data. Our method outperforms traditional PCA based anomaly detection with 14.5% higher
recall and 3% higher precision. Our case study shows useful results which are not detected by
traditional PCA based method. Through these two works, we partially solve the second problem
as shown in §1.2 in our burstiness and causality analysis and we confirm our latent variable based
method can handle the third problem.

1.4 Structure of the thesis
In chapter 2, we introduce related work and clarify the problems in system log analysis. In

chapter 3, we explain the SINET4 dataset, which is used in evaluations in this work. Next, we
conduct burstiness and causality analysis in chapter 4 and latent variable based anomaly detection
in chapter 5. Finally, we discuss the whole results in chapter 6 and conclude our work in chapter
7.
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Chapter 2

Related work

2.1 System log analysis
Many prior literature tackle on automated system log analyses. The automated system log

analysis helps us detect system failures, identify the root cause of them, and predict the failures
from tons of log messages. He et al. [9] discuss common functionality of the automated system log
analysis by comparing prior literatures: (1) log collection, (2) log parsing, (3) feature extraction,
and (4) anomaly detection, root cause identification, or failure prediction. We conduct our analysis
along with this classification. We need (1)-(3) processes to perform numerical or statistic methods
to log messages because system logs are string data. In process (4), many analysis algorithms have
been proposed.

There are other approaches which focus on mining knowledge from logs. Their goal is not
anomaly detection or prediction but discover hidden relationship in log data for providing useful
information for network operators. They also need (1) - (2) process since they also rely on
statistical methods. In this chapter, we introduce prior literatures for each process: (2) log parsing,
(4) anomaly detection and knowledge mining approach.

2.2 Log parsing
Generally, log messages are text data. Thus, we have to estimate log format and classify them

based on their format in order to apply statistical analysis method to log data. In this section, we
introduce log template (i.e., format of log) estimation methods.

Basically, the goal of log template estimation is to identify variable words and constant words
in log messages. Figure 3.1 shows an example of translation from raw log messages into a log
template. As shown in this figure, above two log messages are different but have the same words
in the same position. We call these same words as constant words, and different ones as variable
words. Then, we regard variable words as wild cards and compose log templates using constant
words and variable words as shown in the bottom of Figure 3.1. In order to determine whether a
word is constant or variable, previous literatures focus on the occurrence position and frequency
of the word in a log message. Vaarandi et al. [10] proposed a simple method focusing on the word
occurrence position and frequency. They first count the number of word occurrences along with
the location of word occurrence. If a word occurs more than a threshold at the same position, they
consider the word is constant. This method is called SLCT (Simple Logfile Clustering Tool), that
is used in [11]. Makanju et al. [12] introduced IPLoM (Iterative Partitioning Log Mining). This
method generate log templates by three step. They basically rely on the word occurrence position
and frequency but they also focus on length of log messages, word occurrence position tendency
and co-occurrence of words in a log message. This method is used in [13, 14].

Since these two methods are largely depending on the amount of log appearances, it is difficult
to estimate log templates which is low occurrence frequency. However, we need to estimate log



6 Chapter 2 Related work

templates of rarely appeared logs because the occurrence frequency of anomalous logs is lower
than normal ones. Thus, there are approaches which overcome this problem of log occurrence
dependency.

Mizutani et al. [15] proposed SHISO (Scalable Handler for Incremental System lOg) which is
a log template estimation and incremental log clustering tool with a tree structure. This method
does not depend on log occurrence frequency but similarity between log messages. Thus, they
can estimate even rarely appeared log templates. He et al. [16] also proposed Drain which is
tree-structure-based log parsing approach. This approach achieves higher accuracy and faster
processing time than IPLoM and SHISO with benchmark dataset.

He et al. [9] compared four log template estimation methods. They selected SLCT, IPLoM
(both mentioned above), LKE (Log Key Extraction) [17] and LogSig [18] and evaluated them with
log dataset for benchmark. As a result, the best method that achieved the highest accuracy of log
template estimation is different for each dataset. Thus, we need to carefully select log template
estimation method or optimize existing method for our own dataset.

In this work, we employ the log template estimation method proposed by Kobayashi et al. [19].
Details are written in §3.

2.3 Log anomaly detection
To detect system anomaly with system logs, there are a lot of existing methods [5, 6, 20]. In

recent work, Baseman et al. [3] employ a graph analysis with a relational learning and kernel
density estimation, and generate clusters of related syslog messages. Zhong et al. [4] proposed
an anomaly detection method for both device and network errors with fine log time series feature
creation. They successfully extract anomalous behavior from super computer syslog data with low
false positives. To diagnose root causes of system failure [21, 14] and predict system failure [4, 6]
are also studied well. Lu et al. [7] propose a root cause analysis method with log messages and
resource logs (e.g. CPU and memory logs). They focus on the task execution time and define
features. To predict system failure, Kimura et al. [22] propose a network fault prediction system
based on system logs. They analyze log features related to system faults in advance. With trouble
ticket data, they incrementally analyze the log features and compare with the system fault log
features.

Overviewing these existing methods, we find there are two issue to be carefully considered (also
mentioned at §1). First one is that log anomaly do not directly indicate system anomaly. Many
existing methods try to solve this issue with combining domain knowledge or sophisticated feature
extraction. The goal of our work in §4 is to extract meaningful information for troubleshooting
from system logs and our strategy is contextual log analysis with causal inference. The causal
relationship of log anomaly relates to the real system anomaly although the simple co-occurrence
of log anomaly includes a large number of false positives. Our method provides causality between
groups of logs related to burstiness and the results are useful information for troubleshooting.

Second one is adaptivity in other network system and change of network status. As these
existing methods are based on data specific feature creation, they perform well in each considered
environment. However, to apply these methods to other network systems, we have to re-define
features to optimize these methods. This process requires deep domain knowledge of the underlying
network systems to make efficient use of these methods. In addition, these methods miss unknown
or new anomalies, which are not captured by the pre-defined features. Instead, in latent variable
based anomaly detection, we focus on an approach that does not require pre-definition of anomalies
but learns the normal state of the system from log data.

Recently, some studies have applied deep learning techniques to anomaly detection in logs [23,
24, 25, 26]. Du et al. [27] proposed a log anomaly detection method by using Long-Short Term
Memory (LSTM). They built LSTM models for each type of logs and whole log time series in
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application level logs (OpenStack and HDFS logs). However, we have to handle network logs
which are larger amount and more diverse than application level logs. Therefore, we circumvent
anomaly detection directly from dataset but try to reduce the dimension of input dataset by latent
variable analysis.

We focus on anomaly detection without specific feature creation for more general analysis of
logs. PCA is a standard algorithm of learning or obtaining time series features from data. Lakhina
et al. [28] proposed a general traffic analysis method based on feature learning with PCA. They
successfully detected traffic anomalies without specific definitions of those anomalies. However,
as log data are highly sparse and discrete, which differ with traffic data, it is not enough to learn
features with such a naive approach (i.e., PCA). Thus, we use CVAE, which is based on a higher
assumption that observed data are subject to latent variables. We choose a PCA based method as
a baseline algorithm and aim to outperform it with our proposed method.

2.4 Knowledge mining from log data
There are methods of giving new insights for operators with knowledge mining from log

data [29, 30]. Hacker et al. [31] introduced a log classification method based on the severity
of network operation. These methods do not require predefined features because the features
characterizing the data can be obtained through learning. Note that they do not aim at anomaly
detection but knowledge mining.

Kobayashi et al. [8] proposed a time series causal inference method in network logs. Causal
inference is a statistical technique to identify a causal relationship between events. A well-known
causal inference algorithm is PC algorithm [32, 33] that is based on conditional independence. The
conditional independence distinguishes causal two events from co-occurred two events. Chen et
al. [34] apply the PC algorithm to a set of time series (e.g., RTT, TCP window size) for identifying
the source of network traffic delay.

The PC algorithm, however, has an issue for applying to system logs. Appearance of log
messages is discrete and sparse compared to other metrics such as CPU or memory usage. It
makes the causal analysis difficult. To overcome this issue, Kobayashi et al. [35] remove normal
logs such as periodically or constantly appeared logs, and then apply the PC algorithm to an event
time series to extract causal relationships. They apply their proposed algorithm to 15 months
long syslog messages and successfully extract a small number of meaningful network events with
causal relations. In this work, we use the same dataset and the causal inference results. We refer
to a set of these results as the causality DB in §4.
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Chapter 3

Dataset and preprocessing

In this work, we use a large scale syslog dataset obtained from SINET4 [36] and a template
estimation method. SINET is a nation-wide research and education network in Japan. In this
chapter, we mention about the detail of SINET4 dataset and log template estimation method.

3.1 SINET4 dataset
We use a set of network logs collected at SINET [36], a Japanese research and education

network. This network connects over 800 academic organizations in Japan and consists of eight
core routers, 50 edge routers, and 100 layer-2 switches. Figure 3.2 shows layer-2 topology of
SINET4. As shown in the figure, SINET4 is a tree topology that consists of eight areas.

Table 3.1: SINET4 Dataset

logs devices templates term
34.7M 130 1789 456 days (2012/01/01 - 2013/03/31)

sshd[21]: Invalid user admin from 1.1.1.1
sshd[22]: Invalid user virus from 5.5.5.5

sshd[ * ]: Invalid user * from *

Fig. 3.1: Example of log templates

3.2 Log template generation
As log messages are string data, statistical approaches cannot be applied directly. Thus, we

generate log templates from raw log messages and then we classify logs into log templates and
extract time-series data from their time stamps for each template per device. The log template is a
format of log messages composed of variables (e.g., IP address, port number) and other constants.
Template generation problem is a well-known problem in log mining [15, 10]. In this work, we
adopt a supervised learning approach proposed by Kobayashi et al. [19]. This algorithm is based
on a CRF (conditional random field), which is well-studied in natural language processing and
generates log templates composed by description words and variable words from original log
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messages. An example of log templates and raw log messages are shown in Fig. 3.1. The top two
lines are raw log messages and the bottom line is a corresponding log template generated from
them. “*" represents variable words. We manually fixed misclassified templates.

As the result of this processing, we generated 1,789 unique log templates.

Fig. 3.2: SINET4 overview

3.3 Log time series creation
We construct log time series of the number of log appearances for each minute per event per day

(i.e., data point). The processing flow is as follows (see also Figure3.3): After we classified raw
log data into the template of logs per device, one event (for example, “ssh login at device 1") has
365 days long log entries. We first count the number of log appearances for each minute. Then,
we split them for each days. We now have 465 data points of event “ssh login at device 1". In
other words, each data point consists of one time series; It has 1,440 minute-length as X-axis and
the number of log appearances as Y-axis (shown as x1 and x2 time series graphs in Figure 1).

Jun  1 00:29:37 sshd[54434]: 
Connection closed by 
1.180.208.151 port 23601
Jun  1 00:33:02 
/usr/sbin/cron[54437]: (root) 
CMD (/usr/libexec/atrun)
Jun  1 00:36:06 sshd[54438]: 
Received disconnect from 
121.18.238.123 port 50917:11
Jun  1 00:36:06 sshd[54438]: 
Disconnected from 
121.18.238.123 port 50917
Jun  1 00:37:02 
/usr/sbin/cron[54441]: (operator) 
CMD (/usr/libexec/save-entropy)
Jun  1 00:37:10 sshd[54452]: 
Received disconnect from 
59.45.175.24 port 57232:11
Jun  1 00:37:10 sshd[54452]: 
Disconnected from 59.45.175.24 
port

LT1: LOGIN_INFORMATION: User ** logged in 

LT2: ifinfo: lacp info not found for ifl:**

LT3: sshd[**]: Accepted password for ** 

LT4: 
RPD_BGP_NEIGHBOR_STATE_CHANGED: 
BGP peer ** (** AS **) changed state 

LT5: xntpd[**]: kernel time sync status **

LT1 at dev1

LT2 at dev1

LT1 at dev2

LT2 at dev2

Raw�logs Log�templates(LT) Events

Jun  1 00:29:37 sshd[54434]: Connection closed by 1.180.208.151
Jun  1 00:33:02 /usr/sbin/cron[54437]: (root) CMD (/usr/libexec/atrun)
Jun  1 00:36:06 sshd[54438]: Received disconnect from 
Jun  1 00:36:06 sshd[54438]: Disconnected from 121.18.238.123 port 50917
Jun  1 00:37:02 /usr/sbin/cron[54441]: (operator) CMD)

Event 1 (= one template, at one device)

…
…

Count�#logs/minutes,
split�time�series�per�day

1 day-long(1,440 min)

Event 2
Jun  1 00:29:37 sshd[54434]: Connection closed by 1.180.208.151
Jun  1 00:33:02 /usr/sbin/cron[54437]: (root) CMD (/usr/libexec/atrun)
Jun  1 00:36:06 sshd[54438]: Received disconnect from 
Jun  1 00:36:06 sshd[54438]: Disconnected from 121.18.238.123 port 50917
Jun  1 00:37:02 /usr/sbin/cron[54441]: (operator) CMD)

…
…

…
…

Event 3

…
…

Log�time�series

…
…

…
…

Ev1, 2012/1/1

Ev1, 2013/3/31

Ev2, 2012/1/1

Ev2, 2013/3/31

Fig. 3.3: Log time series creation flow
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Chapter 4

Burstiness and causality analysis

In this chapter, we focus on burstiness of log time series and evaluate how useful the occurred
burst is for network operation. The goal of this analysis is to evaluate usefulness of log burst for
network management. In other words, a question focusing in this analysis is how observed bursts
in log messages are useful for network operation. We conduct three analysis. First, we detect
burstiness for each single log time series and evaluate the efficiency of our preprocessing. Second,
we focus on cooccurred burst in two time series and analyze causal relationship between the pair
based on causal analysis result. Lastly, we apply burst detection to log time series grouped by
device as a multivariate log time series analysis.

4.1 Overview

Event Deviceburst ��

causal
co-burst
��

causality

⋯

device-based burst ��

Router/SW

co-burst 
��

4.3

4.4

4.4

4.5

Fig. 4.1: Burstiness and causality analysis overview

Log burstiness is one of the most popular anomalous behavior in log appearances. In real
network operation, network operators often pay attention to the burstiness of logs and try to use
it as a clue for system anomaly detection. However, log bursts are occurred too frequent in real
network system and they are not always related to the system anomaly. Thus, we first detect log

Table 4.1: SINET4 Dataset and analysis result

ID logs devices templates filtering bursts
Data 1 34.7M 130 1789 no 400,518
Data 2 2.3M 130 1789 yes 32,704
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bursts from real network logs and analyze usefulness of log burst for network management. In
other words, a question focusing in this analysis is how observed bursts in log messages are useful
for network operation.

To detect burstiness, we rely on Kleinberg’s burst detection algorithm [37] and conduct three
types of analysis depending on combination of the log time series: single, pair, and device-based
burst detections (see also Fig. 4.1). We first apply the burst detection to the single log time
series per event per day. After that, we investigate co-occurrence of bursts in a pair of such
time series.We calculate burst co-occurrence ratio of pairs of bursts and compare with the causal
inference results [35]. In device-based burst detection, we aggregate logs for each devices and
apply burst detection. We focus on the bursts which can be detected only in this device level
aggregation, but not in single event-based burst detection.

The findings of this analysis is as follows. First, in order to efficiently apply the Kleinberg’s
burst detection method to complicated and large scale network logs, we propose log time series
preprocessing and it removes over 90% of trivial bursts. Next, with three types of analysis and
comparison with causal inference results, we extract meaningful burst data for troubleshooting
from all the detected ones. Third, in device-based burst detection, we find some causal bursts
which are not found in existing causal inference results. To combine with these results, we
extract meaningful log bursts from a lot of trivial ones for troubleshooting and also extract causal
relationships between log bursts.

4.2 Preliminary
4.2.1 Removing trivial log messages

The majority of log messages are related to daily processes, such as cron, ssh authentication,
and so on. These logs are not helpful for trouble shooting because they commonly appear and
indicate daily process results. Furthermore, to process a large amount of such trivial data cause
serious accuracy degradation and time consumption. In particular, the causal inference method
is greatly affected by frequent logs. Also, the burst detection method requires more time for
processing larger data. To remove such the frequent and unimportant logs, we applied a frequent
data filtering method to original log messages. This process has two parts: (1) Remove periodic
logs by a Fourier analysis, and (2) Remove highly frequent logs by linear fitting appeared in very
short period. In processing (1), we applied the Fourier transform to the time series, removed the
data whose peak of frequency spectrum exceeded a threshold, and applied the inverse Fourier
transform to reconstruct the time series. In Processing (2), we applied the linear regression to
a cumulative time series of the data and calculated the regression error. If the error is below a
threshold, we removed the data. We combined these two approaches because the Fourier analysis
may miss very short periodic data and the linear regression analysis may not remove long interval
data. Finally, we obtained non-periodical log time series from the original log messages.

4.2.2 Burst detection
We detect log burstiness from log message time-series. The log burstiness is a local state of

a large number of log appearances. Kleinberg’s burst detection algorithm [37] is a well-known
method to detect burstiness from stream data. We apply this algorithm to network log time series
for burst detection.

Kleinberg’s burst detection algorithm simulates burstiness states for each time series data using
an infinite-state weighted automaton model. This method estimates the burstiness states by
minimizing a state transfer cost function. It is a batch processing and detects relative burstiness
in the input data. We briefly review the algorithm. It evaluates burstiness based on the interval
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(a) Burst with periodic data
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(c) Pure burst

Fig. 4.2: Burstiness event examples

of the input data. The intensity of burstiness is given by burst level i. When the burst level is i in
a state, the data arrival rate is distributed exponentially f (x) = αe−αx . α is defined as αi = n

T si

where n is the number of input data and T is a time length of input data. s is a scaling parameter
that indicates an arrival rate difference between neighboring states. Each automaton states have
one burst level. State transition q is equal to maximizing the posteriori probability P(q |x) where x
is input data. Also maximizing P(q |x) corresponds to minimizing a state transition cost function
c(q |x). c(q |x) is represented as a sum of a threshold parameter γ and p(x |q).

4.3 Single burst analysis
4.3.1 Methodology

We first analyze burstiness of single event time series with the burst detection algorithm. We
divide the dataset to one-day long time series per event per device and detect burstiness in seconds.
We implemented the detection algorithm by Python 3.6 and Pybursts, which is a python module
of burst detection. We empirically set the scaling parameter s = 2.0 and the threshold parameter
γ = 1.0. As the algorithm does not support a case of multiple events at the same time, we randomly
shift these appearance time to 0.001 seconds (i.e., serialized). We use the minimum level of the
burstiness for our analysis while the algorithm outputs several levels of the burstiness.

4.3.2 Result of burst detection
We apply the burst detection to each event of Dataset 1 and 2. As summarized in Table 5.1, we

detected 400K bursts in the non-filtered data and 32K bursts in the filtered data. These correspond
to about 800 and 70 bursts per day per event. In other words, only 7.5% of bursts are potentially
meaningful. Figure 4.2 illustrates some examples of detected burstiness data. Each graph shows
one-day cumulative time-series of an event. Gray rectangles indicate detected bursts.

We confirm mainly two types of burstiness; Burst with periodic data (Fig. 4.2(a)) and Pure
burst (Fig. 4.2(c)). All of the bursts obtained in the dataset are not always useful for the network
operation. For example, periodic burst due to daily processing are remained in Fig. 4.2(b). Indeed,
this is a time series in Dataset 1 and this type of data is successfully removed in Dataset 2. These
results demonstrate the importance of pre-processing, especially, removing the strictly periodic
logs from the data. On the other hand, like Fig. 4.2(a) and Fig. 4.2(c), bursts with periodic data
and pure bursts are important information for troubleshooting because changes of log appearances
are a signal of system state changes.
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4.4 Pair burst analysis
In this section, we intend to extract meaningful burst event pairs for troubleshooting from the

results of the single burst detection using the co-occurrence of bursts and causality between events.
First, we analyze the event co-occurrence related to burstiness using single burst detection results.
Next, to analyze causality of burstiness, we compare the co-occurrence of bursts with the causal
inference results. Finally, we classify causality of burstiness based on an event similarity using
dynamic time warping distances [38].

4.4.1 Co-burst analysis
Methodology

We define Co-burst and a burst co-occurrence ratio to evaluate relevance between two bursts.
Co-burst is a pair of two co-occurred bursts in two event time series. Co-burst event pair is a
pair of two events which include at least one co-burst. We define the co-occurrence of two bursts
if they start in the same 1-min bin. We calculate the co-occurrence ratio of events A and B as
J(A, B) = |A∩B |

|A∪B | . J(A, B) is the Jaccard similarity coefficient *1; The higher J(A, B), the more
frequent bursts occur at the same time between event A and B. A and B are events that are sets
of time series data classified by each log templates, and |A| and |B| are the total number of bursts
detected in 456 days. |A ∩ B | is the total number of co-bursts between event A and B in 456 days.
|A ∪ B | is a disjunction of A and B.

Co-burst analysis result
We calculate the burst co-occurrence ratio using the single burst detection result (§4.3.2). The

number of co-burst event pairs is 29,107 in Dataset 1 and 22,756 in Dataset 2. The distribution of
the co-occurrence ratio is shown in Figs. 4.3 and 4.4. The vertical line shows the co-occurrence
ratio in a log scale and the horizontal one the size of the union set of each event pair. The larger
|A ∪ B |, the more number of bursts is occurred in event A or B. Each dot shows a co-burst event
pair.

In Dataset 1, 22% of dots are located in |A ∪ B | > 10, 000. These pairs are mostly periodic
bursts, shown in Fig. 4.2 (b). As in §4.3.2, these bursts should be removed because they are the
result of less useful daily processes. On the other hand, shown in Fig. 4.4, such larger points
(> 10, 000) disappeared in Dataset 2. This result confirms that the pre-processing in §4.2.1 works
correctly and is effective to remove the trivial burst pairs.

4.4.2 Comparison with causality DB
Here, we compare the co-burst analysis results to the causality DB that includes 2,776 causal

event pairs obtained in the prior work [35]. If the same event pair of co-burst events is recorded
in the causality DB, we consider that the co-burst is not a coincident but a causal co-occurrence.
We call such event pair as a causal co-burst. Table 4.2 shows the number of the causal co-bursts.
The first row shows the total number of causal co-burst event pairs and the second one shows the
number of events for J > 0.1. Red dots in Fig. 4.4 illustrate such causal co-burst events, while
gray dots illustrate not causal but co-burst events.

Our results highlight two findings. First, we find a relationship between the causal co-burst
events and the burst coefficient ratios. In Fig. 4.4, most red dots located at an upper part of the
graphs, and over 89% of causal co-burst events have larger than 0.1 coefficient ratio from Table 4.2.

*1 We also obtained similar results with the Simpson index.
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Table 4.2: Co-burst and event causality

Co-burst Causal Co-burst
all 22,756 241 (1.06 %)

J(A, B) ≥ 0.1 17,541 215 (1.23 %)
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Fig. 4.3: Burst co-occurrence ratio (Dataset 1)

Focusing on horizontally distributed causal co-bursts (red points), we can see two clusters; a small
burst disjunction cluster (|A ∪ B | < 500) and large one (|A ∪ B | > 500). Inspecting the detail of
the large one, there are 1316 pairs and we confirm 487 pairs are derived from “show interface"
command (i.e., ordinal operation). The others (829 pairs) are triggered with this command by
chance. On the contrary, there are only 1 pair related to the command in the small cluster. The
small cluster has 21,440 pairs and the number of the causal co-burst pairs is 167. There are 156
causal co-burst pairs in this cluster. Thus, we conclude that the causal co-burst event pairs have
relatively high coefficient ratios and the frequency of their bursts is comparatively low. Therefore,
meaningful causal bursts are located at the upper left cluster of red points in Fig. 4.4. Second,
we confirm the effectiveness to combine the causal inference results with the burst detection.
Combining the causal inference, we observe only 1% of them are remained. Therefore, 99% of
co-burst event pairs are coincident and we have to focus on 1% of them for extracting meaningful
bursts.

4.4.3 Time series similarity and co-burst classification
Here, we measure the time series similarity between causal co-burst event pairs and classify the

type of co-burst towards practical system management.

Time series similarity and causality
Figures 4.5 and 4.6 visualize examples of temporal patterns of causal co-burst. Orange and

blue plots indicate two types of events. Checking the details of the log events, we confirm these
examples are helpful in network operation. In Fig. 4.5, login and authentication events in one
device obviously have a causal relationship. Also in Fig. 4.6, an outage of a L2 switch invokes a
bypass event, which means a change of network routes to avoid outage devices and keep network
availability.
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Fig. 4.4: Burst co-occurrence ratio (Dataset 2)
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Fig. 4.5: Co-burst (from single device)

However, these two examples are different in whether they are triggered from one network
activity or multiple ones. As shown in Fig. 4.5, log in activity always includes both log in and
authentication event. On the other hand, in Fig. 4.6, a system down and enabling bypass events
are not always appear at the same time. This is because system down and bypass event come from
different network activity. Therefore, there are two types of event causality. (1) Causality from
one network activity, and (2) Causality between different network activities. This difference also
appears in time-series. Two events in the pair of type (2) exhibit almost the same pattern during
a whole time-series, while the type (1) only shows the same pattern locally. Thus it is valuable
to classify these two types of co-burst based on a similarity of whole time-series because we can
distinguish whether causal co-burst is type (1) or type (2).
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Fig. 4.6: Co-burst (from multiple devices)

Time series similarity analysis with Dynamic Time Warping distance
We introduce a similarity of temporal patterns of causal co-burst events by using Dynamic Time

Warping (DTW). This similarity enables us to distinguish whether causal co-burst events come
from different network activities or same one.

To calculate the similarity of two events, we should consider a case that two time series are mostly
similar but partially different. Thus, the strict comparison of two time series may miss potentially
similar events. DTW is a dynamic scheduling method to compare the similarity between two
time-series. It can disregard the difference of periodicity and data size. First, DTW processes data
points matching between two events which minimize distance of matching points. We choose the
absolute distance of log occurrence time as an inter-points distance. Then, we aggregate all the
inter-points distance as the DTW distance (similarity).

We apply this method to all the causal co-burst event pairs per day. We set the similarity
threshold to 10,000, meaning that we permit up to 10,000 seconds-length (i.e., about 3 hours)
errors in total per day. For each event pairs, if DTW distance is under threshold, we classify them
as similar pairs and otherwise as dissimilar ones. The result is shown in Fig. 4.7. The horizontal
line indicates manual classification of events and vertical one does the number of appeared days.
In the each bar, blue part shows similar pairs and orange part shows dissimilar ones. There are
40 pairs of event classes and 13 pairs are classified dissimilar in more than half of appeared days
(red labels). To focus on these 13 pairs, they include 9 pairs of two different classes. We consider
these types of pairs as type (1) (see §4.4.3) and we successfully classify them with DTW distance.
Therefore, we can distinguish whether a causal co-burst comes from type (1) or type (2) based on
time series similarity. This metrics is useful to evaluate the complexity of causality.

4.5 Device-based burst detection
Previous sections focused on the burstiness appeared in time series per event per device. Here,

we analyze time series aggregating all events per device.
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Fig. 4.7: DTW distance distribution. Red labels show dissimilar pairs classified by DTW distance.
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(b) Device-based burst caused by multiple events
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(c) Device-based burst caused by multiple events
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Fig. 4.8: Device-based burst examples

4.5.1 Device-based log burstiness
We aggregate events per device and apply the burst detection to them; The detection method

and its parameter setting are the same with the single burst detection. There are 130 devices and
1,789 templates in Dataset 2. We aggregate events across all the templates in each devices (i.e.,
130 devices × 456 days). We detect 21,670 bursts and refer to them as device-based bursts.

We find two types of device-based burst by analyzing major templates contributing to device-
based bursts. One is the burst that is also detected in each events (§4.3.2) and the other is only
detected in this device-based analysis. Figure 4.8 (a), (b) and (c) shows an example of the device-
based burst. The black line shows device-based time-series. Other lines show some event time
series in the device.

Commonly, one or two events dominate a majority of the device-based logs in Fig. 4.8(a). Thus,
some device-based bursts appear due to a few dominant events and these bursts have been similarly
detected in the single burst analysis (§4.3.2). We can see that a burst starts in two major events
(events 1 and 2) as well as the device-based burst at 3:00. On the contrary, a device-based burst
also appears when many types of small events occur at the same time. In Fig. 4.8 (b), we can see a
device-based burst at 20:00 without such majorities. We further focus on the latter type of bursts
(such as shown in Fig. 4.8 (b) and (c)) because the previous event-based analysis missed finding
them.

4.5.2 Device-based burst detection
We extract the bursts that do not appear in the event-based analysis from the device-based bursts.

Here, we focus on such 3,735 bursts extracted from 21,670 bursts.
To investigate events contributing device-based bursts, we dig into what happened at that time.

Figure 4.8 (b) shows an example of a device-based burst. Observing many events related to system
standby and power supply occurred at the same time, we understand a system reboot happened on
this device due to some reason.

In another example (Fig. 4.8 (c)), a device-based burst appears from 22:00 to 23:00 as well as
many OSPF and BGP events. This suggests some routing errors. Note that this burst cannot be
detected by the event-based analysis, thus, the device-level aggregation is useful as well as the
event-level analysis.

4.5.3 Comparison with causality DB
To analyze the causality between events in device-based bursts, we compare them with the

causality DB. Because we only know causality between two events, not multiple events from the
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Fig. 4.9: Device-based burst distribution

causality DB, we inspect whether the event pairs have causality. Figure 4.9 shows the ratio of
the number of causality event pairs to all the pairs of events contributing device-based bursts.
The vertical axis indicates the ratio: CausalEventPairs

Event sC2
. The horizontal line shows the number of

events and each point corresponds to device-based bursts. We confirm that most events composing
device-based bursts do not have causality. However, we find some cases in which events in
the device-based burst have causality considering from log contents, not from the causality DB.
Figure 4.8 (c) is such an example. A device-based burst is appeared in around 22:00-24:00 and
both OSPF and BGP events contribute to the device-based burst. The two events obviously have
causality in terms of network operation. However between BGP and OSPF events, time-series
causality is not recorded in the causality DB. Therefore device-based burst analysis can detect
causality which cannot be detected by time-series causal inference method and device-based burst
analysis can improve the causality analysis.

4.6 Summary
We focused on burstiness and causality appeared in network log messages. We conduct three

types of analysis: single, pair, and device-based burst detection. To combine burst detection results,
causal inference results and other metrics such as burst co-occurrence ratio and dynamic time
warping distance, we reduce a large amount of trivial bursts, and extract meaningful information
from log messages. From single burst analysis, only 7.5% of bursts are potentially meaningful and
we can remove rest of 92.5% of meaningless bursts by our time series preprocessing. Combined
with causality DB, we find that only 1% of co-occurred bursts have true causality. Our similarity
analysis separates whether the causality of co-burst comes from one network activity or multiple
ones. In the device-based burst detection, we find 3,735 bursts that are only found by this
multivariate analysis. Also we find some causal bursts which are not found in the existing causal
inference results.
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These analysis highlight following findings: preprocessing based on heuristic is highly efficient
for removing trivial anomalies for network operation. Even applying preprocessing, there are too
many cooccurred bursts and about 99% of them are coincident. We have to focus on the rest of 1%
of cooccurred bursts which have causality and the cooccurred ratio is potentially useful metrics
for judging usefulness for network operation.
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Chapter 5

Latent variable based anomaly
detection

In this chapter, we propose latent variable based anomaly detection in log data and evaluate our
proposed method. In chapter §4, we combine burst detection which is one of the most typical
detection algorithms and other metrics.
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Fig. 5.1: Methodology overview
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5.1 Overview
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Fig. 5.2: Key idea of latent variable based log anomaly detection

Next, for more general log analysis, we propose a latent variable based anomaly detection
method, which does not rely on any statistical preprocessing or predefined anomaly. We define an
anomaly as time series behavior deviating from the normal or usual state in log time series. To
detect these anomalies, we propose a robust statistical method that handles complicated system
log time series, without any specific (case-by-case) preprocessing (e.g., filtering, smoothing, auto-
regression) for log anomaly detection. The key idea of our approach is to embed a large amount
of diverse data into hidden states by using latent variables and detect anomalies in latent space (as
shown in Fig 5.2). A latent variable analysis is also known as topic modeling or Latent Dirichlet
Allocation (LDA) often used in natural language processing. A topic model discovers topics as
latent variables from a collection of documents. We borrow the idea of this approach: We first
translate raw log messages into log time series for each type of logs (step (1) in Fig 5.2). Next, log
time series are mapped into latent variables per day per type of logs (step (2) in Fig 5.2). In the
latent space, values of latent variables represent the trend of the corresponding time series. After
that, we apply a clustering method to latent variables and detect deviations from detected clusters
in the latent space (step (3) in Fig 5.2). We consider clusters in the latent space are groups of
normal trend time series in the real log time series. On the other hand, deviations from clusters
in the latent space are interpreted as anomalies because the deviation in the latent space means
deviated time series trend in the real log time series. Thus, with latent variables, time series can
be represented by their trend without any domain knowledge or preprocessings to real log time
series.

Our proposed method consists of two phases (see also Fig 5.1): (1) The training phase embeds
log time series characteristics into latent variables by using Conditional Variational Autoencoder
(CVAE). To mitigate the difficulty in handling various time series from many devices together, we
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provide CVAE with type of log messages as a conditional label. (2) The detection phase highlights
anomalies deviating from the distribution of the latent variables with clustering algorithms.

Using syslog data collected in a nation-wide academic network in Japan (SINET4), we confirm
through evaluation that CVAE has higher discriminative power for analyzing complex time series
than Kleinberg’s univariate burst detection [37] and a traditional multivariate analysis (Principal
Component Analysis; PCA). With a case study, we demonstrate that our method is useful in
troubleshooting network system faults.

The contribution of this work is twofold. We first propose our latent variable-based method for
highly diverse log time series data without any data-specific preprocessing. Next, we discuss the
effectiveness of the method when we applied it to real network syslog data.

5.2 Training phase
We briefly explain CVAE, a variation of the Variational Autoencoder (VAE). The VAE [39] is a

stochastic variational inference method based on the variational Bayesian approach. Since this is
an unsupervised method, annotations for logs are not necessary.

Let us consider one-day long log time series x generated by a random process based on invisible
continuous random variable z. This z is also subject to a prior distribution pθ (z). Thus, x is
subject to a conditional distribution pθ (x|z). The goal is to obtain latent variables z from input
x. In order to get the latent variables, we estimate the distribution pθ (z|x) with Bayes’ theorem
and approximate distribution qϕ(z|x). Now, the objective is to maximize the marginal likelihood
(MLH) log pθ (x) = DKL(qϕ(z|x)∥pθ (z|x)) + L(θ, ϕ, x). This equation is rearranged as follows
(details are given in [39][40]).

log pθ (x) ≥ L(θ, ϕ, x), (5.1)
L(θ, ϕ, x) = −DKL(qϕ(z|x)∥pθ (z))

+Eqϕ (z |x)[log pθ (x|z)]. (5.2)

We train the model that generates qϕ(z|x) from input x by optimizing the lower bound L(θ, ϕ, x).
The training process is as follows. First, we consider the prior distribution as a Gaussian pθ (z) =
N(z; 0, I) and let qϕ(z|x) be a multivariate Gaussian. Next, we estimate the parameters (ϕ) of the
posterior distribution (qϕ(z|x)) with a fully connected neural network (encoder). Then, we acquire
the distribution of the latent variable qϕ(z|x), and through the sampling process from it, we obtain
the latent variable z. Finally the decoder neural network reconstructs x̂ from the latent variable
z, and we feedback the loss values in Eq. (2). Reviewing Eq. (2), we can consider the first term
(Kullback-Leibler divergence, KLD) as the distance between estimated distributions qϕ(z|x) and
pθ (z), and the second term (Marginal Likelihood, MLH) as the reconstruction error between x and
x̂. Through these processes, we can compute Eq. (2) and proceed with the training of the encoder
and decoder neural networks.

The CVAE [40] is a variation of the VAE. CVAE uses label information when generating the
latent variable z and reconstructing x̂. We define the conditional label as the event that is an index
of a unique combination of devices and log templates.

5.3 Detection phase
After applying CVAE to log time series data, we obtain the latent variables for each data. Now,

as the latent variables well-describe time series trends, the goal of this phase is to build upon the
time series description by latent variables to find the deviation from “normal” states.

Some latent analysis methods define the anomaly level based on reconstruction errors [28][20].
In our case, we can use MLH for reconstruction errors. However, there are two problems with using
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Fig. 5.3: Kullback Leibler divergence and Marginal Likelihood

MLH. (1) The reconstruction process is stochastic and MLH values follow a Gaussian distribution.
(2) MLH is biased by the intensity of the original data.

To solve these problems, we rely on the distance between latent variable distribution (qϕ(z|x))
and the assumed prior distribution (pθ (z)) by computing DKL(qϕ(z|x)∥pθ (z)) in Eq. (2). After
training, the learned model generates the distribution of the latent variable (qϕ(z|x)) from input
data x as the output in a hidden layer (shown at the bottom of Figure 1.1). We use this distribution
qθ (z|x) for detection, not the sampled value z. Then, we deterministically compute the KLD
(DKL(qϕ(z|x)∥pθ (z))). The KLD represents the trend in the input time series x. Thus, input data
with similar KLD value belong to the same trend. Therefore, we can obtain reference behavior
by clustering KLD values. Note that the KLD value is not an anomaly level but a state of input
time series. Thus, we consider the data whose KLD value deviates from others as an anomaly
regardless of the magnitude of numeric value of the KLD.

Fig 5.3 shows an example of the KLD and MLH values of the dataset. The horizontal axis shows
data points in descending order of the number of log appearances, and the vertical axis shows the
KLD (top) and MLH (bottom) values. In particular, the gray marks indicate days without any
log appearances (i.e., 1,440-long zero vector), and the blue ones show more than equal to one log
appearances on that day. Even if we input no log appearances data (i.e., gray marks in the Figure)
to CVAE, KLD values are different for each event thanks to the weight of the conditional label (i.e.,
event ID). It enables such data points to belong to appropriate clusters depending on the behavior
of the event. As shown in the figure, the MLH values are more spread and biased by the number
of log appearances. In addition, they increase along with the number of log appearances. On the
other hand, the KLD values are not biased by the number of log appearances and are more stable
than MLH values. Therefore, we use the KLD as an indicator of time series trend.

Fig 5.4 is a cumulative distribution of normalized KLD values (blue curve) and normalized
MLH values (orange curve). Red lines show 99% points in KLD and MLH. As shown in this
figure, KLD requires the range from 10−7 to 10−2 to represent 99% of data points. However, MLH
needs 10 times wider range than KLD (from 10−7 to 10−1). Thus, KLD is more suitable for the
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Fig. 5.4: Kullback Leibler divergence and Marginal Likelihood (CDF)

indicator of time series trend because dense data is easier to handle than sparse data.
Once latent variable distribution is obtained and the KLD is computed one can choose any

clustering method for anomaly detection. In this study, we used a well-known density-based
clustering algorithm, Density-Based Algorithm for Discovering Clusters (DBSCAN) [41]. By
applying DBSCAN to the KLD time series for each event, we detect clusters of KLD (i.e., normal
state of that type of log) and anomalies that do not belong to any clusters.

Table 5.1: SINET4 Dataset for anomaly detection
Training Testing

logs 174,623 284,317
devices 24 24

templates 33 33
events 120 120

data points 21,960 21,840
start ’12/04/01 ’12/10/01
end ’12/09/30 ’13/03/31

5.4 Evaluation
In this section, we discuss the evaluation of our method using 365 day-long system log data

obtained from SINET4. First, we compare the performance of our method with PCA and burst
detection technique using 6 month-long training dataset and 6 month-long testing dataset. Next,
we evaluate dependency of training data set size on the accuracy of anomaly detection. Finally, we
present a case study that demonstrates the effectiveness of our method for network troubleshooting.
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5.4.1 Dataset and comparison algorithms
Dataset

We use a set of network logs collected at SINET [36], a Japanese research and education
network. This network connects over 800 academic organizations in Japan and consists of eight
core routers, 50 edge routers, and 100 layer-2 switches. We selected a part of 365 days data from
2012/4/1 to 2013/3/31 gathered from commodity L2 switches and L3 routers.

As log messages are string data, statistical techniques cannot be applied directly. Thus, we
generate log templates from raw log messages with the supervised learning approach proposed by
Kobayashi et al. [8]. Log templates are log messages without variables (e.g., IP address), as shown
in Fig 3.1. We then classify logs into log templates and extract time series data from their time
stamps for each template per device. We thus generate 1,789 unique log templates from the whole
dataset. We define an event as 365 of 1-day log time series, which have the same log template in
one device. For our analysis, we manually selected 120 events and applied CVAE to them (shown
in Table 5.1) to make sure that the dataset has several anomalies and the diversity of the time
series. We confirm that these selected events include a large variety of time series trends such
as periodicity, burstiness, and sparseness as well as diverse categories of log templates shown in
Fig 5.6.

We construct log time series of the number of log appearances for each minute per event per
day (i.e., data point). The processing flow is as follows: After we classified raw log data into
the type of logs per device, one event (for example, “ssh login at device 1") has 365 days long
log entries. We first count the number of log appearances for each minute. Then, we split them
for each days. We now have 365 data points of event “ssh login at device 1". In other words,
each data point consists of one time series; It has 1,440 minute-length as X-axis and the number
of log appearances as Y-axis (shown as x1 and x2 time series graphs in Figure 1). We also use
conditional labels built on event labels concatenating log time series. To input event labels into
CVAE, we first assign unique IDs to all the events and then encode them to one-hot vectors. If
the “ssh login at device 1" event has ID i, the conditional label is a 120 long vector and values are
zero except index i. The value of index i is one. Then, the conditional label has 120 dimensions.
After repeating the same process to all the 120 events, we finally obtain 120 × 365 = 43, 800 data
points and conditional labels.

In the end, we explain training and testing data for our analysis. The first three months of the
data include a lot of unusual behavior because this period was the migration and beginning of
network operation in SINET4. Thus, we exclude the data in the first three months (10,920 data
points in total) and use the rest of 43,800 data points. Then, we split this dataset into training
dataset and testing dataset (see also Table 5.1). The training dataset is the first half of dataset
(21,960 data points, that is from 2012/4/1 to 2012/9/30) and the testing dataset is the second one
(21,840 data points, that is from 2012/10/1 to 2013/03/31).

Baseline algorithms
To understand the effectiveness of CVAE for log anomaly detection, we compare it to two

traditional baseline algorithms: Kleinberg’s burst detection [37] and PCA. The three algorithms
are summarized in Table 5.2.

Table 5.2: Comparison of methods

name multivariate determin. linear trans.
burst detection no yes -

PCA yes yes yes
CVAE yes no no
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Burst detection
Otomo et al. [42] conducted log analysis focusing on the burstiness and causality of log time

series. They first removed trivial logs (e.g., periodic and very frequent logs) to prevent detecting
trivial bursts then detected log bursts with Kleinberg’s burst detection [37]. Applying the same
algorithm to our dataset, we confirm 188 log bursts out of all 21,840 data points. In the following
comparison, we use these bursts as a part of reference of log anomalies.

PCA
To detect traffic anomalies, Principal Component Analysis (PCA) is a well-studied algo-

rithm [28][20]. It translates a set of input traffic time series data into main and residual subspaces
with a linear transformation. This algorithm is similar to CVAE mapping raw data to the latent
space, though CVAE is a non-linear transformation. We implement a PCA-based anomaly detec-
tor. Applying PCA to a set of log time series, we obtain principal components of the input dataset
and separate them into main and residual principal components with a threshold based on their
variance coverage. We then reconstruct each time series with the main components and compute
the reconstruction errors with the original data. Finally, we apply a clustering method (DBSCAN)
to these reconstruction errors and obtain anomalies.

5.4.2 Parameter tuning
We first briefly describe the parameter tunings of CVAE. Encoder and decoder networks in

CVAE each have four hidden layers. The input layer has 1,560 dimensions (1440 dimension of
time series and 120 dimension of label data). The encoding neural network has four layers, and
each layer has 512, 256, 128 and 64 units in order from the input layer. We set the latent variables
dimensions to 10. The decoding neural network has the opposite structure of the encoder, but
the output size is 1,440 so that the output is a reconstructed time series. To avoid over fitting,
we dropout 30% of units for each layer during training. During training, we empirically set the
number of epochs to 50 based on test trial results. We confirm that loss values converge after
training. Next, we compute KLD for each time series using the learned encoder network and apply
DBSCAN to KLD for each event. We tune DBSCAN parameters for each event so that a size of
cluster is longer than a week. As the training process is stochastic, the results are not the same
even if the loss values are converged. To mitigate this uncertainty, we train the model ten times
and adopt anomalies detected in majority votes.

We use a commodity computer (Xeon CPU and GTX-1080 GPU) for processing. One training
takes 489.5s on average of 10 trials. The detection phase requires 45.1s on average to calculate
KLD and conduct DBSCAN.

Table 5.3: Summary of results
PCA CVAE

Data 21,840 21,840
Anomalies 1,044 1,215

Precision 88.4% 91.5%
Recall 59.4% 74.0%

#Bursts 169 (89.9%) 170 (90.0%)
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Fig. 5.5: Performance dependency on different training data size: Precision, Recall, #True positive
and #False positive, from left to right, respectively.
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Fig. 5.6: Number of detected anomalies and their precision per log category

5.5 Result overview
For better understanding detected anomalies in network management, we manually inspected

all the test data points and annotated them as anomaly or normal based on the SINET4 trouble
ticket data and our domain knowledge for network management; For example, “ssh login" logs
have periodic appearance in our data because they are generated by a CRON process including
hourly remote ssh access. In this case, we consider periodic appearance as “normal" and lack of
periodicity as “anomaly".

We first show that CVAE outperforms PCA (Table 5.3). Note that CVAE’s results are averages
of 6 trials because our proposed method is stochastic. CVAE detects more number of anomalies
with higher accuracy than PCA; 1,215 anomalies with CVAE and 1,044 with PCA. CVAE’s recall
is about 14.5% higher than PCA’s recall and CVAE’s precision is about 3% higher than PCA’s one.
The number of overlap anomaly was 898.

We also confirm that CVAE and PCA detected ≈ 90% of the bursts detected by Kleinberg’s burst
detection algorithm as shown in the last row in Table 5.3. By inspecting missing bursts, we find
two parameter tuning issues: (1) When similar burst patterns last for a few days, DBSCAN extracts
them as a cluster, not outliers. The algorithm thus does not detect these bursts as anomalies. (2)
Intensive bursts cause CVAE and PCA to detect a relatively small burst as a normal.

Fig 5.6 is a histogram of detected anomalies per log category. Orange bars indicate true positive
anomalies detected with CVAE, white ones with PCA, and gray ones with burst detection. Orange
line shows CVAE precision and white one shows PCA precision. In most cases, we find that CVAE



5.6 Dependency of training data size 31

correctly detects anomalies such as burstiness and lack of periodicity. Focusing on the case in
which PCA detects more true positive anomalies than CVAE (e.g., interface(agg)), we find CVAE
has a higher precision than PCA thanks to the CVAE’s robustness against noise (see § 5.7 5.7).
On the other hand, when CVAE detects more true positive anomalies than PCA (e.g., vpn(mpls),
monitor(snmp), egp(bgp)), we find that they still keep high precision thanks to its robustness
against outliers (see § 5.7 5.7). Therefore, our proposed method is better balanced between the
number of detected anomalies and precision than the traditional PCA-based method.
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Fig. 5.7: Comparison between KLD (CVAE), reconstruction errors (PCA) and burst detection
results

5.6 Dependency of training data size
We also evaluate the performance of our proposed method using different training data size: 1

- 6 month-long. As shown in Table 5.1, we have 6 month-long training dataset and 6 month-long
testing dataset, which are continuous in time series. We use different size of training dataset in
the order of newest date: 1 month-long dataset is from ’12/9/1 to ’12/9/30, 2 month-long dataset
is from ’12/8/1 to ’12/9/30, and so forth. Table 5.5 shows detailed results for each size of training
data. Blue lines are CVAE’s results and orange ones are PCA’s results. CVAE’s results are
averages of 3 trials in this figure. As shown in Table 5.5, CVAE’s precision and recall outperform
PCA’s for each training data size. Focusing on the number of false positives (shown on the right
in the figure), CVAE’s one increases in less than 3 month-long training data. In the worst case,
the number of false positives is larger than PCA’s one in 1 month-long training data. Thus, we
conclude that CVAE requires 3 month or more training data for obtaining appropriate results.
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5.7 Detailed comparison
■Anomalies hidden in periodicity: Fig 5.7 shows the detailed results of periodic remote access
logs for 182 days. The top graph shows KLD computed with CVAE and the bottom graph
illustrates reconstruction errors obtained with PCA. Red dotted lines indicate anomalies detected
by burst detection. These logs appear once per hour due to an automated remote monitoring
script. We confirm significant outliers in the figure due to missing periodic logs (label (a)). As
non-periodic anomalies represent failures of automatic remote access login, we intend to detect
these non-periodic anomalies in addition to burst anomalies. As expected, the burst detection finds
only burst anomalies. As shown in this figure, CVAE and PCA correctly detect these two type of
anomalous data from others. Thus, CVAE and PCA correctly learn event-wise features (in this
case, periodic appearance) thanks to their discriminative power.
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Fig. 5.8: Robustness of CVAE against noisy logs

■Robustness against noisy logs: If there are noisy logs without outliers, PCA yields many false
anomalies due to its noise-sensitivity. However, as CVAE is stochastic and merges the multiple
results, we can mitigate the effect of noises. Fig 5.8 (interface aggregate warning event) shows
an example of this case. The top graph shows KLD in CVAE, and the bottom graph shows
the reconstruction errors in PCA. The solid blue circles are normal points and the crosses are
anomalies based on DBSCAN clustering. The orange triangles are true anomalies. This event has
discreteness in the number of log appearance because its logs always appear with multiple lines
(i.e., #network interfaces in its device). As shown in the figure, PCA is affected by this trend and
also shows discreteness in reconstruction error. This trend makes anomaly detection or clustering
difficult because errors spread with constant interval. With CVAE, however, the KLD values are
relatively spread compared with reconstruction errors, and DBSCAN detects other anomalies.
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Fig. 5.9: Robustness of CVAE against large outliers

■Robustness against outliers: KLD is robust against the intensity (i.e., number of log appear-
ances) of the original data, as shown in Fig 5.3. On the other hand, we confirm that PCA’s
reconstruction errors (not shown in the figure) are also biased to the intensity, similar to the case
with MLH.

Fig 5.9 (MPLS path down event) shows an example of CVAE’s sensitivity to a small number
of log appearances. The top graph shows KLD with CVAE, and the bottom graph shows the
reconstruction errors with PCA. The solid blue circles are normal points and the crosses are
anomalies based on DBSCAN clustering. Note that anomalies in the top graph are clustering
results after merging ten trials, but the KLD values are a result of one trial. These data have
one large outlier (around day 17; label (a)) which has a larger number of log appearances than
other days. As shown in the figure, PCA is affected by this outlier, and many anomalous points
are not detected. With CVAE, however, the KLD values are relatively spread compared with
reconstruction errors, and DBSCAN detects other anomalies. However, we also confirm that less
than 1% of the data have high KLD values (> 10−4), as shown in Fig 5.3. It is still possible that
the clustering process may miss small KLD value changes due to these high values. We will work
to improve this issue by tuning the clustering process as future work.

Therefore, CVAE exhibits better robustness to outliers and noises than PCA.

5.8 Case Study: BGP state change
We now discuss anomaly examples detected from our proposed method in Fig 5.10. In this

figure, each mark shows the KLD of the BGP state change logs from a router per day. Almost all
days have a baseline (≈ 2.35×10−2). Checking the raw logs around the 25th day (a red area labeled
(a) in the figure), we find that a connection with one particular AS suddenly became unstable.
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Fig. 5.10: Case study: BGP neighbor state change logs

These failures had been also reported in a trouble ticket. Thus, they are useful information for
network operators or troubleshooting. As shown in the bottom figure, PCA fails to detect most of
these anomalies due to a larger outlier. CVAE, on the other hand, successfully discovered them.

5.9 Summary
We proposed a log analysis method based on the latent variable model to detect network

system anomalies. We used Conditional Variational Autoencoder (CVAE) and applied a clustering
algorithm to log time series with KL-divergence of the latent variable distribution. We confirmed
that this method works well for highly sparse and diverse time series through comparison with
Kleinberg’s burst detection and a traditional PCA-based method. Our method achieved 14.5%
higher recall and 3% higher precision than a PCA-based method. We also evaluated performance
dependency of different training data size and concluded 3 month or larger size of training data
is sufficient for our proposed method. In addition, our case study showed that some detected
anomalies are helpful in finding network troubles. Towards the deployment of our method to real
network management, we will work on addressing how to update the trained model with upcoming
syslog data.
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Chapter 6

Discussion

6.1 Limitations
The common limitation in burstiness analysis and latent variable based anomaly detection is

coverage of the type of dataset. Since we only use SINET4 dataset in this research, we will evaluate
our methods in other network system as a future work.

Considering practical use of latent variable based anomaly detection, there are three limitations.
First, even though our method does not require data-specific preprocessing, we have to tune hyper
parameters of CVAE. We find the parameters are different according to the scale of dataset. Second,
our method does not work on real time anomaly detection because the bin size of input data is 1
day long. Thus, our method can be used as a daily operation. Third, our method cannot handle
whole dataset became of the dimension of input data. In this work, we use a part of SINET4
dataset in anomaly detection. It has 1,440 dimension as a time series and 120 dimension as a
conditional label. The whole dataset includes about 9,000 dimension as a conditional label and
we confirmed the loss function in training phase was not converged in the whole dataset. Thus, we
have to reduce the dimension of conditional labels. One way to reduce conditional label is using
multi hot label; for example, using combination of device ID and template ID. We confirmed this
approach also worked well through a experimental results.

6.2 Findings and contributions
In this research, we focus on automatic system log analysis in a network system and conducted

burstiness analysis and latent variable based anomaly detection.
As a result of burstiness and causality analysis, we confirm 92.5% of log bursts are trivial and

our preprocessing can remove these trivial bursts. To combine burst detection results, causal
inference results and other metrics such as burst co-occurrence ratio and dynamic time warping
distance, we reduce a large amount of trivial bursts, and extract meaningful information from log
messages. We find that 7.5% of co-occurred bursts have true causality. Our similarity analysis
separates whether the causality of co-burst comes from one network activity or multiple ones. In
the device-based burst detection, we find 3,735 bursts that are only found by this multi variate
analysis. Also we find some causal bursts which are not found in the existing causal inference
results.

Next, we proposed latent variable based anomaly detection in network logs. In order to detect
anomaly without any data-specific preprocessing or definitions of anomaly, we employ latent
variables. CVAE learns diverse trend of log time series and represents time series characteristics
by latent variables. Our proposed method can detect not only anomalous appearance of logs such
as burstiness, but also anomalous disappearance of logs such as lack of periodicity. Through
comparison with PCA based anomaly detection, which is one of traditional unsupervised methods,
our method achieves 14.5% higher recall and 3% higher precision. This method is adaptive to the
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change of network behavior because we only use log time series and log template information, not
any data-specific knowledge.

6.3 Future work
Looking back at the open problems mentioned in §1, we tackled on the two problems through

this work. As shown in §2.3, there are some existing methods which also focus on unsupervised
detection. However, they worked in application layer logs, which are more specific and less diverse
than network layer logs, or not focused on anomaly detection but knowledge mining. In this work,
we showed our latent variable based anomaly detection can handle adaptivity problem even in
network logs. Considering the gap between statistical anomaly and real problem, our approach
is still not enough because detected anomaly is statistical result. Thus, we have to implicate or
investigate the anomaly in order to find why or how the anomaly was occurred. We consider
our burstiness and causality analysis framework can reduce a part of this gap. In burstiness and
causality analysis, we used results of causality analysis as a knowledge. Similarly, we can utilize
the results of causal analysis to implicate detected anomalies by our proposed method. We consider
that semantic information of logs will be also useful as a knowledge.

Now, the adaptivity problem is being solved and therefore we should focus on the gap problem
between statistical anomaly and real problems for more practical analysis in network management.
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Chapter 7

Conclusion

In this study, we worked on the system log anomaly detection towards supporting large scale
network operation. We consider that there are three large problems about log analysis: difficulties
in analyzing logs, usefulness in network management and adaptivity to the change of network
system behavior. We tackled on the second problem in burstiness and causality analysis.

In this analysis, we first simply detected burstiness in network logs and analyze usefulness based
on heuristic and the results of log causality analysis. As a result, we found 99% of detected bursts
were trivial and our preprocessing successfully removed them. In addition, we found 7.5% of
co-occurred bursts had true causality and our similarity analysis separated whether the causality
of co-burst comes from one network activity or multiple ones. In the device-based burst detection,
we find 3,735 bursts that are only found by this multi variate analysis. Also we find some causal
bursts which are not found in the existing causal inference results.

Next, we focused on the third problem and proposed latent variable based log anomaly detection.
This method can detect anomaly which is deviated behavior from normal state without any specific
preprocessing. Our evaluation showed that our method achieved 14.5% higher recall and 3% higher
precision than traditional PCA based anomaly detection. Our case study showed that some detected
anomalies are helpful in finding network troubles such as BGP unstable connections.

Through this work, we tackled on the two problems about log analysis: gap between statistical
anomaly and real problem, adaptivity to the change of network system behavior. Our latent
variable based anomaly detection could handle the adaptivity in network system. However, the
gap between statistical anomaly and real problem is still remained although our burstiness and
causality analysis partially solved this problem. We will work on applying burstiness and causality
analysis framework into our latent variable based anomaly detection in order to fill the gap between
numerical anomaly and real system anomaly.
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