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ABSTRACT

In recent years, massive advancement in information and communication tech-

nologies have led to a new paradigm, The Internet of Things (IoT), in which every

device are connected to the Internet, provide great benefits to control and monitor

the physical world in real time. The deployment of IoT technologies in buildings

becomes a solution to realize smart buildings. The realization of smart buildings

is expected to reduce energy consumption and provide comfortable space for occu-

pants. Currently, building systems are managed closely and can only be managed

in one direction from administrator to occupants. The concept of open services

has been introduced as the next paradigm in delivering services in the era of IoT.

Open services have been successful in mobile phone domain to utilize various sen-

sors and functionalities of mobile phones to provide diverse services to users. By

adopting the concept of open services into smart buildings, we can encourage the

third developers to bring their innovation and create new services to occupants.

However, adopting open services into smart building area is challenging because

of the natural differences between the environment of smartphones and smart build-

ings. In a smartphone, the hardware is managed by one platform such as iOS,

android or windows phone. In contrast, a smart building consists of heterogeneous

devices that may use different platforms. Since a smartphone is managed by one

platform, it has a standard Application Program Interface (API) to access and uti-

lize their functionalities, whereas a smart building has a variety of devices produced

by the different manufacturer without a standard API. In addition, a smartphone

contains fixed elements, which mean no elements will be added or removed after

the smartphone is manufactured. By contrast, a smart building contains dynamic

devices, which mean devices may be dynamically attached and removed at any

time according to necessity. Moreover, how to restrict an access to elements of

a smartphone is managed by operating systems, while how to implement access

control in buildings is challenging because it may consist of heterogeneous devices

including those with limited resources. Furthermore, a smartphone is used by one
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user, while a smart building is occupied by many users. Therefore, services in

smart buildings are more complex compared to smartphones.

In this thesis, we propose architecture to provide open services in smart build-

ings by utilizing IoT devices. To deal with the heterogeneous devices, we pro-

pose a de-facto standard for API design, which adopts device abstraction and uID

architecture. We also provide functionality description to allow developers cre-

ate application more easily. To control access to heterogeneous devices including

resource-constrained device, we propose an access control framework in which se-

curity manager is deployed as a trusted third party, and split into authentication

manager and access control manager. Lastly, we investigate what services are

needed in buildings and show how to realize an idea into a service. As a concrete

example, we show the development of service for automatically predicting collective

user preference in smart buildings.

To evaluate the proposed architecture, we implemented Smart Building API

with access control framework in the real building environment and developed a

service for predicting collective user preferences. A de-facto standard API design

is evaluated by comparing it with the development process of application by us-

ing traditional RESTful style. The results showed that the proposed API design

succeeds in reducing the development cost and supporting the developers to create

application more easily. An access control framework is evaluated by conducting

several scenarios of the experiment to measure the performance. The average of

response time is less than 0.1 seconds, which indicates that the proposed frame-

work is feasible to be practically used in a real smart building. Lastly, a service

for predicting collective user preference is evaluated by conducting the experiment

in a real smart building. The result showed that the proposed services reduced

a manual intervention by 64.2 %, which indicates a service is feasible to optimize

comfort level in smart buildings.
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Chapter 1

Introduction

1.1 Motivation

In recent years, massive advancement in information and communication tech-

nologies have led to a new paradigm, The Internet of Things (IoT) [1], in which a

variety of devices in the physical world are connected to the Internet. The num-

ber of connected devices is predicted to grow rapidly over the next decade. Cisco

IBSG predicted there will be 50 billion devices connected to the Internet by 2020

[2]. Similarly, according to Gartner, Inc., there will be 20 billion connected things

by 2020 [3], and the estimation of ABI Research shows that there are more than

30 billion wirelessly connected devices in the market by 2020 [4].

The growing number of IoT devices give a great impact on every aspect of our

daily lives. By connecting devices into the Internet, those devices are able to in-

teract with each other and cooperate with other things to compose new services.

Furthermore, IoT devices which have sensing capabilities can be utilized to monitor

the change of circumstances in the physical world in real time. Real-time monitor-

ing allows systems to take an action for every change, and enable the concept of

automation which makes our lives easier, more convenient, and more comfortable.

IoT devices can be utilized in a various domain, including healthcare, manu-

facturing, farming, transportation, education, energy, government, and building.

In healthcare domain, IoT technologies can be exploited for remote tracking and
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monitoring behavior of patient [5], remote treatment and surgery, and etc. In man-

ufacturing domain, it can be utilized for equipment monitoring and management

[6]. In the farming domain, it can be applied to monitor environmental conditions

remotely [7]. In transportation domain, it can be exploited to build traffic signals

that respond to traffic conditions [8]. In education domain, it can be utilized for

remote education and engagement [9]. In energy domain, it can be applied for

smart metering and time-of-use billing for consumers [10]. In government domain,

it can be used to realize smart cities and smart communities [11]. In the building

domain, it can be exploited for building automation [12].

The building is one of the domains which is got attention in the research commu-

nity. The deployment of IoT technologies in buildings is believed to be a solution

to realize smart buildings. The realization of smart buildings is expected to re-

duce energy consumption and provide comfortable space to occupants. Nowadays,

buildings are estimated to account for about 40% of the global energy consumption

and contribute over 30% of the CO2 emissions [13]. Moreover, the environmental

comfort of a building is strongly related to the occupant’s productivity and quality

of life and work because people are expected to spend more than 80% of their lives

in buildings [14]. Before the emergence of IoT concept, those problems has been

addressed in research of intelligent building. However, the previous work mainly

focused on how to develop intelligent building technology and performance evalua-

tion methodologies [15]. In addition, though the intelligent building has emerged,

the management is still closed and one direction from administrator to occupants.

Therefore, the number of services can be provided to occupants are still limited.

The concept of open services has been introduced as the next paradigm in de-

livering services in the era of IoT. Open services have been successful in mobile

phone domain to utilize various sensors and functionalities in a smartphone and

provide diverse services to users. Contrast to the traditional mobile phone which

applications are provided by the manufacturer, the platform in a smartphone is

open to the third developers. The information how to utilize a various of sensors

and functionality is published. Therefore, the third developers are able to involve
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Figure 1.1: Number of Smartphone Applications

their innovative idea to combine heterogeneous sensors and functionality to pro-

vide new services. As a result, currently, users of a smartphone are flooded by a

plethora of applications which can make their activities more convenient. The Fig.

1.1 shows the number of applications available in several applications stores [16].

By adopting the concept of open services into smart buildings, we can encourage

the third developers to bring their innovation and create new services to occupants.

However, adopting open services into smart building area is challenging because

of the natural differences between the environment of smartphones and buildings.

The Fig. 1.2 shows the comparison between smartphone and smart buildings en-

vironment. In a smartphone, the hardware is managed by one platform such as

iOS or android. Conversely, a smart building consists of heterogeneous devices

that may use different platform each other. Since a smartphone is managed by

one platform, it has a standard API (Application Program Interface) for access

and utilizes their functionality, whereas a smart building which has a variety of

devices that produced by different manufacturers, does not have a standard API.

In addition, a smartphone contains fixed elements which mean no elements will

3



Figure 1.2: Comparison of Smartphone and Smart Building

be added or removed after the smartphone is manufactured. By contrast, a smart

building contains dynamic devices which mean devices may be dynamically at-

tached and removed at any time according to necessity. Moreover, how to restrict

an access to elements of a smartphone is managed by operating systems, while

how to implement access control in buildings is challenging because it may consist

of heterogeneous devices including those with limited resources. Furthermore, a

smartphone is used by one user, while a smart building is occupied by many users.

Therefore, services in smart buildings more complex compare to smartphones.

In this work, we focus on how to utilize IoT devices for providing open services in

smart buildings. Firstly, how to standardize service of heterogeneous IoT devices

in smart buildings is addressed. Secondly, we describe how to to minimize manual

procedure on developing applications by extending RESTful API style. Thirdly,

we propose a framework to handle access control for a diversity of devices in smart

buildings. Finally, we investigate services needed in smart building and implement

one concrete example of service.

4



1.2 Research Issue

The deployment of IoT devices in buildings has a great potential for realizing

smart buildings. By utilizing and combining those devices, a variety of services

can be delivered to occupants. To allow the third developers to create innovative

services, the adoption of open services is needed. The administrator of buildings

publishes device APIs on the developer site. The third developers bring their

innovative idea and reference the developer site when creating new applications.

New applications deliver a service to occupants. To realize this scenario, in this

thesis we address some of the research issues as below:

• how to standardize service of heterogeneous IoT devices

• how to minimize manual procedure on developing applications

• how to control access to a diversity IoT devices

• how to support a realization of ideas into services

These issues are important to realize open services in the smart building envi-

ronment. In order to solve these issues, we present our comprehensive study. We

have focused our contributions, listed in the next section, to address these issues.

In the next subsection, the explanation of these issues is presented.

1.2.1 How To Standardize Service of Heterogeneous IoT Devices

In order to maximize the utilization of IoT devices, interoperability among a

plethora of connected devices becomes a crucial aspect. To increase the interoper-

ability, such devices are often equipped with RESTful API [17], in which how to

communicate and exchange data with devices are defined. By opening the device

API to the public, developers can bring their innovation and develop new applica-

tions to provide service to occupants. In order to let developers create applications

more easily, it is necessary to standardize the device API. However, standardization
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of device API is considered challenging, because it may consist of heterogeneous

devices with providing different services as each device has different specification

and configuration of API. Currently, each manufacturer defines specification and

design API for their device products separately. Without the standardization of

API, it is difficult to realize physical mashups and combine IoT devices freely.

1.2.2 How To Minimize Manual Procedure on Developing Applications

The emergence of innovative applications depends on application development

cost. In application development process, the third developers reference APIs of

devices to be used which is published in developer site. Due to the simplicity, the

RESTful style widely used for describing how to communicate and exchange data

with devices. However, the traditional RESTful API, which is designed based on a

resource-oriented paradigm, lacks in functionality description of resources [18]. As

a result, to create new applications which utilize IoT devices, the developer must

understand the specification of all device APIs that they want to use, which leads

to a high number of manual procedure and increase development cost.

1.2.3 How To Control Access To A Diversity IoT Devices

The security cannot be disregarded from the employment of IoT devices because

the impact of the security breach in these devices tends to be larger, as it directly

affects the physical environment we live in. If an unauthorized user is able to access

IoT devices in smart buildings, it may harm an occupant’s life for instance by lock-

ing a door, turning off lights or air conditioners, which make occupants lose their

comfortable spaces. However, the conventional access control framework from the

cyber world cannot simply be adopted by these devices because it may consist of

heterogeneous devices including those with limited resources. Furthermore, appli-

ances and devices in smart building environment may be dynamically attached and

removed at any time according to necessity. Therefore, it is crucial to investigate

an access control framework by taking into account the specific characteristics of
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the physical world in smart environments.

1.2.4 How To Support A Realization Of Ideas Into Services

Compared to smartphones, services in smart buildings are complex due to the

number of users and a diversity of devices. It is easy to developers of smartphone

applications to imagine the use of smartphone because a smartphone is used by

a user. In addition, elements and functionalities of a smartphone are fixed when

it manufactured so that it is clear what materials to use in applications to be

developed. In contrast, a smart building is occupied by many users which are

different user preference. Moreover, the number of devices in smart buildings may

be dynamically changed due to necessity. As a result, it is difficult to the developer

to prepare for developing new applications. In order to realize open services in

smart buildings, it is crucial to investigate what services are needed in buildings

and show how the ideas of services can be realized by combining various IoT devices.

1.3 Contribution

In this work, we focus on the above research issues, and the main contribution

of this thesis are:

• Firstly, a de-facto standard of API design for open services in smart buildings

is presented. In order to standardize device API, we need device abstraction,

in which a diversity of devices in IoT environment can be simplified. The

abstraction of devices is made by investigating the property of devices. As

a result of our investigation, we found that devices have two properties: the

static property named as attribute, and the dynamic property named as state.

In contrast to traditional RESTful, which all of the properties are designed

to be the endpoint of URI, we design each device API only has two endpoints

of URI: attribute and state. By adopting this abstraction, we can realize a

de-facto standard of device API and overcome the diversity of devices in IoT
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environment. To handle the lack of functionality description, we explore the

useful information for describing devices in the development process, such

as parameters can be set and the range of parameters. Such information

can be used to generate a menu for controlling device automatically. We

included that useful information in the static property, attribute. To provide

services to occupants, we also need context data. Therefore, we also present

context APIs, which is designed based on observation of relationship from

three entities in smart buildings: space, occupant, and device. Device APIs

and context APIs are published at the developer site, which can be referred

when developing new applications.

• Secondly, an access control framework for API-enabled devices in smart build-

ings is proposed. To accommodate the dynamic environment in smart build-

ing the security manager is deployed as a trusted third party in the system.

Complex security computations are delegated to the security manager so that

resource-constrained device can be securely handled. To support scalability

and efficiency the security manager is split into authentication manager and

access control manager. Authentication manager issues an access token for

the verified user. To support a various authentication method, which has

different levels of certainty, the idea of confidence level is introduced. After a

device received a request from users, the device is forced to ask access control

manager to evaluate the received request. The access control manager eval-

uate the request based on the access control policies, which are composed by

the administrator in advance.

• Thirdly, how to realize an idea into a service is shown. First, we investigate

what services are needed in buildings, and classify it. There is two main type

of services, service for energy efficiency and comfortable environment. Since

a space on a building is shared by multiple users which have their own prefer-

ence, it is challenging to provide comfort for multiple users. Then, we propose

an algorithm for automatically predicting collective user preference in smart
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buildings. The building spaces are occupied by a group of occupants who be-

long to an organization. In an organization, usually, some kind of hierarchy

exists between the occupants. We observe how this organizational hierarchy

influences a decision of comfort conditions for multiple users. When a group

of occupants with different authority gathers in one place, the occupant who

has the greater authority tends to decide the comfort conditions. From this

observation, we design an algorithm to predict user preference for a group of

occupants. We define a model for a group of occupants who share building

space. A relationship between the occupants can be defined by investigating

in the group who has changed the current conditions in order to satisfy his

own comfort conditions. The comfort conditions for the group can be ob-

tained from the last applied conditions. The relationship of the occupants

and the comfort conditions are generated by monitoring the interaction be-

tween the occupants and the environment. The collective user preference can

be predicted from the relationship of the occupants that have been defined

and the comfort conditions that have been obtained. Based on the prediction,

the system is able to provide an optimal comfort level for the occupants in

smart buildings.

1.4 Outline

The remainder of this thesis is organized as follows.

• In chapter 2, we summarize prior work related to IoT architecture, security

framework in a smart environment and services in smart buildings. Firstly,

we present existing platforms that proposed to deal with the complex of IoT

environment. Secondly, we discussed previous works have been proposed to

enforce security in smart environments. Thirdly, we explore existing research

related to services in smart buildings.

• In chapter 3, we present a de-facto standard API design, which is part of IoT
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architecture for open services in smart buildings. We start this chapter by

describing the flow of application development in open services environment.

Then, we propose an IoT architecture to allow developers create application

more easily. We also describe in details how we implemented the proposed

architecture. Then, we describe how to evaluate the proposed architecture.

• In chapter 4, we describe an access control framework for open services in

smart buildings. First, we explain the concept of open services in our work.

Second, we present design of access control framework for securing open

services environment. After describing the implementation of the proposed

framework, we discuss how we evaluate the access control framework.

• In chapter 5, firstly, we investigate what services are needed in buildings,

and classify it. Secondly, we explore how to optimize comfort for occupants,

which have their own preference and sharing spaces each other in buildings.

To overcome this condition, we propose an algorithm for automatically pre-

dicting collective user preferences. The prediction is conducted by observing

the relationship between occupants and the last condition applied to the

group of occupants. Thirdly, we describe how to implement and evaluate the

proposed algorithm.

• In chapter 6, we discussed how the proposal in this thesis addresses the issues

listed in chapter 1. We also combine the proposal in the previous chapter as

an IoT architecture to utilize heterogeneous devices for realizing open services

in smart buildings.

• In chapter 7, we conclude this thesis and discuss directions for future research.
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Chapter 2

Related Work

ɹ In this chapter, related works are presented. Firstly, prior works related to IoT

architecture are discussed. Secondly, the previous works on security framework in

the smart environment are described. Thirdly, the prior works related to service

in smart buildings are introduced.

2.1 IoT Architecture

The phrase ”Internet of Things” (IoT) first used by Kevin Ashton of MIT Auto-

ID Center in 1999 which refers to a paradigm shift from the current Internet that

almost depends on human-entered data to the computer that able to observe, iden-

tify and understand the physical world without any support from human beings

[19]. Actually, the similar concept of integrating computers seamlessly into the

world, ”Ubiquitous Computing”, was coined by Mark Weiser in 1999 [20]. Pre-

viously, the similar concept of combining computer systems in a loosely-coupled

manner for providing services, ” Highly Functionally Distributed System” (HFDS),

has been proposed as the final goal of the TRON Project which started in 1984 by

Ken Sakamura [21]. These terminologies have the same vision to distribute com-

puters to the physical world and integrate it into the system to provide services.

In the last few decades, IoT has become an attractive research area. Much work

has been done to address IoT-enabling technologies including identification, sens-
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ing, and communication technologies such as RFID [22], NFC [23], Wireless Sensor

Networks [24], and etc. After things can be identified, how to uniquely identify

it become a crucial issue. To overcome this problem, Koshizuka et al. proposed

a ubiquitous ID (uID) architecture, which adopted ubiquitous code (ucode), 128-

bit unique identifier, and ucode Relation (ucR) Model, a standard framework for

knowledge-level context description[25].

After the physical objects can be uniquely identified, they must be able to com-

municate with the Internet. The effort to connect physical objects have been done

since the early of the 90s. The first Internet-connected device was created by John

Romkey in 1990 [26]. He developed a toaster that could be turned on and off over

the Internet. He worked together with his colleague, Simon Hackett, to connect the

toaster to the Internet with TCP/IP networking, and used a Simple Networking

Management Protocol Management Information Base (SNMPMIB) to control it.

In 2000, LG introduced the first connected refrigerator, which has a webcam that is

used to scan what is inside the refrigerator. In 2011, Google presented Smart Nest

Thermostat, a smart device for controlling a central air conditioning unit based on

heuristic and learned behavior [27].

Many standards organization including World Wide Web Consortium (W3C),

Internet Engineering Task Force (IETF), EPCglobal, Institute of Electrical and

Electronics Engineers (IEEE), and the European Telecommunications Standards

Institute (ETSI) have proposed a plethora of protocols in support of the IoT. The

protocols can be classified as infrastructure protocols, service discovery protocols

and applications protocols [28]. As infrastructure protocols, protocol stacks based

on IEEE 802.15.4, such as WirelessHART [29], Zigbee [30], have been proposed

to support low power communication. In order to enable IP connectivity in re-

source constrained networks over IEEE 802.15.4, the IPv6 over Low-Power WPAN

(6LowPAN) [31] have been proposed. As service discovery protocols, multicast DNS

(mDNS) [32] and DNS Service Discovery (DNS-SD) [33] have been introduced for

discovering resources and services offered by IoT devices. In application protocols,

Constrained Application Protocol (CoAP) [34], Message Queue Telemetry Trans-
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port (MQTT) [35] [36] and Extensible Messaging and Presence Protocol (XMPP)

[37] have been proposed. CoAP was designed by IETF to provide Representational

State Transfer (REST) architecture for constrained devices. MQTT was released

by IBM to provide lightweight M2M communications. XMPP was standardized

by IETF to provide a real-time exchange data between any two or more network

entities.

Since the number of Internet-connected devices is expected to grow rapidly and

reach 50 billion in by 2020 [38], the next challenge is how to utilize and combine

heterogeneous IoT devices. Much work has been done for addressing a diverse,

complex, and heterogeneous environment of IoT. To integrate real-world devices

to the Web, Guinard et al. discussed how the REST principles can be applied to

embedded devices [39]. They proposed two ways to integrate real-world devices

to the Web: implementing Web server on tiny embedded devices and deploying

intermediate gateway that offers a unified REST API. They have also shown the

adoption of REST API to real-world devices provides great benefit to prototype

applications in a flexible mechanism. Since the REST API has a limitation in de-

scribing services, Panziera et al. proposed a framework for self-descriptive RESTful

services [18]. They proposed five best practices for representing characteristics of

a service. Then, they introduced a software framework for semi-automatically

extracting service information from provider documentation. To allow the integra-

tion of constrained devices, IETF The Constrained RESTful Environments (CoRE)

working group have introduced discovery and self-description mechanism based on

a web link format suitable for constrained devices in RFC 6690 [40].

Opening IoT infrastructure to the third party, or deliver open services also be-

comes an active research area. To establish an ecosystem for IoT, Kim et al.

introduced an open IoT service framework [41]. They defined stakeholders of IoT

ecosystem and proposed a framework to facilitate stakeholders to join IoT ecosys-

tem. They implemented their framework and discussed iBike application as a use

case. They also showed that OpenIoT platform brought convenience for stakehold-

ers. In [42], to allow developers to build more innovative applications through open
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APIs, Elmangoush et al. introduced a standard APIs for M2M communications

including Network APIs, Device APIs, and Data APIs. In order to coordinate

and integrate data and services, Charalabidis et al. proposed the Gov4All gov-

ernance framework, a framework for supporting open application development in

[43]. They implemented a prototype of the proposed framework on four major pil-

lars: applications, services, open data and community, where each pillar provided

a friendly user interface. In [44], Serrano et al. discussed how to support data

interoperability in a design of the Future Internet by adopting semantic technolo-

gies, open service frameworks and information models. They also introduced how

to utilize the concept of Linked Data for supporting information interoperability in

service composition and management processes. In order to integrate the existing

isolated vertical system, Mingozzi et al. proposed Building the Environment for

the Things as a Services (BETaaS) framework in [45]. BETaaS framework consists

of four layers: service layer, thing as a service (TaaS) layer, adaption layer and

physical layer, where a set of APIs are defined as an interface between the layers.

In order to support easy integration of existing models and guarantee reusability,

the proposed architecture is kept to be opened.

To deal with the complex IoT environment, some platform have been proposed

in [46], [47], [48] and [49]. In [46], Mayer et al. investigated how to facilitate the

composition of services for end users. To make end user enables to configure their

environment, they proposed goal-driven approach. The users could generate their

goal with a graphical editor. They also extend RESTdec [50] with the concept of

states and state changes that allow using the system to describe any service that

induces state transitions.

In [47], Akasiadis et al. explored how to develop complex service in IoT ecosys-

tem. To integrate devices, services, and humans into applications, they presented

IoT compatible platform, SYNAISTHISI, which services are semantically enriched

using ontologies. They also implemented a smart meeting room ontology and shown

how a developer can build service which determines the number of people inside a

smart room.
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In order to link the existing embedded systems into the IoT network, Yashiro

et al. presented uID-CoAP architecture in [48]. Since the most of the existing

framework designed solely for extremely resource-constrained devices, they focused

on the framework for integrating regular embedded devices. They utilized uID

architecture to handle semantic knowledge of IoT nodes and how to cooperate it.

They adopted CoAP to provide a lightweight communication in embedded devices.

They have designed the proposed framework on the top of T-Kernel [51], a real-

time operating system used commonly in embedded systems. They implemented

Home Energy Management System (HEMS) application on top of the framework

as a case study.

In [49], Abeele et al. investigated how to improve the integration of a wide variety

of constrained devices in the Internet of Things. They proposed cloud-base platform

to integrate heterogeneous embedded devices by offering a uniform CoAP interface

on a virtual device abstraction. They also implemented a dashboard to manage

constrained devices and shown that developers can easily integrate constrained

devices into third party services.

How to develop IoT technologies in building environments also becomes an in-

teresting field. In [52], Carrillo et al. introduced an IoT framework to efficiently

manage a smart building using a cloud computing. The framework consists of sev-

eral components, including cloud services in Microsoft Azure, Rasberry Pi as the

main gateway, and REST API to interact with the whole services. The framework

has been implemented and evaluated in a real building.

Hou et al. discussed how to minimize the deployment time of applications and

enabling cloud service for IoT in [53]. They proposed the design and implemen-

tation of APIs for IoT Cloud that supported both HTTP and MQTT protocols.

They also conducted several experiments to evaluate the performance of the pro-

posed APIs. However, they focused on the diversity of protocols without addressed

the diversity of devices.
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Figure 2.1: In-Situ Security Framework

2.2 Security Framework for Smart Environment

There are two kinds of conventional frameworks for enforcing security to re-

sources: the in-situ security framework, and the proxy security framework. The

Fig. 2.1 shows the architecture of in-situ security framework. The in-situ security

framework is implemented by deploying a security manager in resource side. This

approach has been popular in home appliances by secured them with a password

or a key. A user, which tends to access device, has to attach a key or a password.

Each invocation from a user is evaluated by the security manager, which is imple-

mented in the device. However, the physical world like smart buildings consists of

heterogeneous devices including resource-constrained devices. The implementation

of the security manager in the resource-constrained devices is challenging because

security enforcement has a complex computation that needs an adequate resource

computation. The Fig. 2.2 shows the architecture of proxy security framework.

The proxy security framework is implemented by placing a security manager be-
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Figure 2.2: Proxy Security Framework

tween user and resource. In this approach, the security manager accepts and checks

every invocation that is requested by users. This kind of framework is widely used

in web technology. However, devices in smart environments may be dynamically

attached or removed at any time according to necessity. With this approach, every

modification on resource side has to be adapted on the security manager because

it serves each invocation to resources. For example, if we deploy a new sensorA, in

order to make sensorA accessible to users, we have to modify the security manager.

Therefore, this approach may not appropriate for the smart environment.

Many solutions have been proposed to enforce security in smart environments.

Wang et al. [54] proposed authorization models for ubiquitous computing en-

vironment adopting usage control. They contributed on extending the ongoing

continuity for authorizations, obligations, and conditions. They also discussed

architecture solutions for ubiquitous computing access control based on reference

monitor. They analyzed two kind of reference monitor: Server-side Reference Mon-

itor (SRM), and Client-side Reference Monitor (CRM). However, they focused on
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authorization model by extending the concept of usage control and do not address

how to deal with the heterogeneity of devices in the smart environment.

Kulkarni et al. [55] presented a context-aware RBAC model by extending the

NIST RBAC model. The proposed model consists of two layers, context man-

agement layer, and access control layer. In the context management layer, several

context agents are deployed for continuous sensing of conditions in the environment.

In the access control layer, context-based permission activation is supported. They

presented how the proposed model uses in two context-aware applications, patient

information system and music player system. However, access control mechanism

strongly relies on authentication process which is not addressed in this work.

Al-Muhtadi et al. [56] proposed an authentication framework that supports mul-

tiple authentication devices and methods. They presented assignment of different

confidence values to different authentication methods. They also introduced a

confidence-builder module for combining multiple confidence values. The proposed

framework has been implemented in the Gaia research project. However, how to

overcome the characteristics of the physical world like the heterogeneity of devices,

the dynamic environment was not addressed.

Oh et al. [57] presented an access permission control mechanism that adopted

resource-oriented architecture for Web-enabled things. They analyzed and de-

scribed the requirement fort the access control to the resources of WoT. They

proposed a decentralized mechanism, which an access control matrix is attached

to every resource. They also presented how to make access control matrix scalable

by changing the categorization from Subject-based to Operation-based which has

four types C, R, U, and D. However, they focused on decentralized access control

permission without addressing authentication process which is an important aspect

of succeeding authorization mechanism.

Al-Rabiaah et al. [58] proposed a design of security framework which allows

authorized applications only to know the context information. They mentioned

several threats that face context information and extended Cerberus by addressing

those mentioned threats. However, they focused on enforcing security between

18



context provider and receiver, which is insufficient to enforcing security for API-

enabled devices.

Kim et al. [59] proposed OSGi (Open Service Gateway initiative) -based frame-

work to integrate devices and services in smart home systems, including an ac-

cess control model, which is realized by combining OSGi User Admin service and

XACML (eXtensible Access Control Markup Language). However, they focused

on supporting a variety of protocols, and the important aspect such as security,

scalability, and performance of the proposed mechanism is not evaluated.

In order to secure the Web of Things (WoT), Barka et al. proposed an architec-

ture, which adopted role-based access control (RBAC) in [60]. As the core control

mechanism, they adopted the concept of a reference monitor (RM) to enforce ac-

cess control policies in WoT environment. The reference monitor consists of two

components: access control enforcement facility (AEF) and access decision facility

(ADF). Every invocation to access an object in the system is monitored by AEF.

The invocation received by AEF will be forwarded to ADF for evaluating. ADF

will decide to approve the invocation or not based on access control policies.

In [61], Ho et al. discussed several defenses to mitigate the attacks in IoT de-

vices. As a target, they selected one of important IoT devices, home smart lock

system. First, they investigated the system design and properties of five popu-

lar commercial smart locks. Then, they introduced two categories of attacks on

smart locks and revealed that all of the existing locks are vulnerable. To validate

that user is near to the door in the verification process, they proposed touch-based

intent communication (TBIC) protocol. They also discussed three possible tech-

nologies to realize their proposal: capacitive coupling, galvanic coupling, and bone

conduction. They introduced Vibrato, a prototype of TBIC using bone conduction.

Lastly, they evaluated how secure Vibrato by conducting several experiments.

Fysarakis et al. [62] presentedWeb Services Access Control for devices (WSACd),

an access control framework to enable access control management of the hetero-

geneous embedded devices in smart home environments. By combining XACML

and DPWS (Device Profile for Web Services), the interoperability among services
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provided by the resource-constrained device is protected by a predefined access

control policy. However, the author did not analyze the scalability of the proposed

framework, which is a crucial aspect because the networked device is expected

to grow. Moreover, the user authentication which is an important part of access

control framework is not addressed.

Cirani et al. [63] proposed an OAuth-based authorization framework which

targeting HTTP/CoAP services. Since implementing OAuth-based authorization

mechanism in Service Provider is hard, they delegated the authorization function-

ality to the entity, denoted as OAuth Service. They evaluated energy consumption

in Service Provider, which showed that they framework showed higher energy con-

sumption due to the communication between Service Provider and OAuth Service.

This work is very similar to the one presented, it focuses mainly on OAuth-based

framework while the proposed one is intended to design the framework by address-

ing the heterogeneity of API-enabled devices and dynamic environment in smart

buildings.

2.3 Service in Smart Buildings

The phrase ”Intelligent Building” was coined in the United States in early of

1980s [15]. The definition of intelligent building has been evolved due to the ad-

vances in technology. In early of the 1980s, intelligent building was related to

building automation as well as the definition from Cardin, which defined intel-

ligent building as a building which has fully automated building service control

system [64]. After 1985, the concept of intelligent building referred to buildings

which responsive to change over time. Since 1992, the definition of intelligent build-

ing has shifted to the effective building, which can maximize the efficiency of the

occupants and minimize the cost associated with the building. The phrase ”smart

building” emerged later due to the utilization of smart sensors, smart materials,

and smart meter within buildings. According to Buckman et al., smart buildings

are intelligent buildings but with additional, integrated aspects of adaptive control,
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enterprise and materials and construction [65].

Up to now, many works have been proposed to deliver services in smart buildings.

The services in smart buildings can be divided into two types: services for reducing

energy consumption and services for increasing comfort to occupants. In order to

achieve both energy saving and increasing customer satisfaction, Davidson et al.

presented a multi-agent system that monitors and controls an intelligent building

[66]. They defined four types of agents: personal comfort agents, room agents, en-

vironmental parameter agents and badge system agent, and programmed a number

of general rules in order to achieve energy saving and occupants satisfaction.

To reduce energy consumption in buildings, Chen et al. proposed a high-level

architecture for smart building control system [67]. Since the reduction by imple-

menting individual energy efficient technologies alone would not be sufficient, they

investigated how to adopt holistic, integrated approach that encourages shared

responsibility among the stakeholders. They divided the system into five major

domains: physical system domain, system integration domain, process integra-

tion domain, business integration domain and external input domain, which each

domains containing a related set of services or functions. They implemented a

prototype system and evaluated their system in a simulation.

In order to provide building control and energy saving services in the building,

Byun et al. presented self-adapting intelligent system which consists of the self-

adapting intelligent gateway (SIG) and sensor (SIS) [68]. Firstly, they addressed

the limitations of existing context-aware systems including centralized architec-

ture, fixed rule-based control and limited network lifetime. To overcome the listed

limitations, they proposed the self-adapting intelligent system for building con-

trol and energy management services. They implemented their system in the real

environment and conducted the experiments to evaluate it.

The utilization of IoT framework for realizing smart buildings have been pro-

posed in [69] and [52]. In [69], Pan et al. presented smart location-based automated

energy control IoT framework for improving energy efficiency in buildings. Since

buildings are complex systems and many factors can affect the total energy con-
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sumption in buildings, they monitoring the energy consumption in the real building

for one year and build a model to investigate the energy consumption patterns. The

proposed framework consists of five components: mobile device-based distributed

energy monitoring and remote control, location application on a smartphone, mul-

tisource energy-saving policies, cloud-computing platform-based data storage and

energy data modeling and strategy formation.

The study of involving user preference to achieve comfort have been proposed

in [70], [71], [72] and [73]. In [70], Jazizadeh proposed a framework for ubiquitous

and real-time interactions between building and human to improve thermal com-

fort in buildings. The occupants provide their preference by moving the slider in

intermediary interface via their smartphone. The feedback from the occupants is

used to control HVAC system and also used as an index of comfort perceptions.

They used a fuzzy based algorithm to extract the pattern and develop a predictive

model. They conducted BMS controller experiments to validate that the proposed

framework was effective to improve occupant‘s comfort.

In order to automatically predict preferences based on past experience, Chen

designed a context-aware recommendation system based on collaborative filtering

process in [71]. The concept of Collaborative Filtering (CF) introduced to predict

the impact of context on an activity by leveraging past user experiences. They have

addressed two problems regarding incorporating context into CF: how to manage

context in the user profile and how to measure similarities between contexts. To

overcome the listed problems, they described modeling context data in CF user

profiles and applied CF techniques for measuring context similarity. Lastly, they

proposed an algorithmic extension to generate a prediction.

To provide user-centric comfort services while considering energy saving, Moreno

et al. [72] proposed an energy-efficient management system based on Internet of

Things (IoT) approach. The proposed platform based on CityExplorer solution

[74], which have two main components: Home Automation Modules (HAM) and

the supervisory control and data acquisition (SCADA). To achieve both occupant‘s

comfort and energy savings, they presented Smart Comfort and Energy Control
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System, which contains two modules: Smart Comfort Prediction and Efficient

Comfort Management. Smart Comfort Prediction predicted the optimum comfort

conditions according to the occupants, their activities, their location, and their

individual comfort preferences. After comfort conditions have been estimated,

Efficient Comfort Management provided the optimum comfort settings for the

involved appliances that ensure minimum energy consumption. They deployed the

proposed system in the real building and evaluated three aspects: identification

and positioning of occupants, user-centric service prediction and energy-efficient

management of the appliances.

In order to maximize occupant comfort in building, Schumann et al. [73] pre-

sented an algorithm for predicting comfort votes of occupants. They addressed the

existing approach based on Predicted Mean Vote (PMV) that require many envi-

ronmental data, which is costly and require precise personal dependent data, which

are difficult to obtain. They introduced an algorithm, which depends only on the

temperature measurement and the comfort votes. In order to identify the relevant

database entries, which contains temperature, vote, and occupant, they defined a

degree of similarity between two states based on distance measures. Lastly, they

compared the proposed algorithm with two existing algorithm by using a collection

of individual comfort votes from different countries.

Since the smart environment like a smart building is inhabited by many oc-

cupants, some previous works related to predicting multiple user preferences have

been presented in [75], [76] and [77]. In [75], Yu et al. proposed building automation

model which considers preferences and feedbacks from multiple users. To realize

continuous reconfigurations, they introduced user model, which store preferences of

individual users, and generates a final policy based on the user-based information.

They design and implement the model on Multi-Agent System (MAS) architec-

ture, which contains product agent, resource agent, order agent and staff agent, to

dynamically control Building Automation System (BAS) and provide convenient

for occupants. They also presented credit system for generating policies form of

multiple user preferences. Each user is given 100 credits, which they may spend
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on various preferences. A preference item’s final setting is chosen to be that of the

user who spends the most credit.

Yamamoto et al. [76] proposed a context-aware device control method for gen-

eral users with different preferences on controllable targets in public smart spaces.

The maximum of comfort levels was obtained by summing up comfort level func-

tions of all users and select the maximum value and applied the value to a device.

Since the public spaces are a dynamic environment, they also discussed how to

efficiently collect and estimate user preference. To evaluate the proposed method,

they conducted the experiment by collecting the questionnaires for 2 months from

five examinees.

In order to provide suitable service to the users, Lin et al. [77] proposed a three-

layer system for learning inhabitants’ behaviors based on the observations from

sensors. In the first layer, raw data from sensors was interpreted based on domain

ontology and location information of each occupant. At the second layer, they

adopted Dynamic Bayesian Networks (DBNs) for modeling temporal information.

In the third layer, Bayesian Networks (BNs) was used to integrate service informa-

tion, personal information and environment information to provide the adequate

services to occupants. The performance of building preference model have been

evaluated in the real environment.

However, the relationship among the occupant was not addressed in the previous

work. In [75], credit system has been presented to solve the difference of user pref-

erence. Since multiple users in a building have a hierarchical relationship to each

other, this approach may not be practical in various situations. In [76], a summa-

tion of comfort level functions of all users has been presented. Such approach may

not feasible for optimizing comfort level in the smart building since the summation

of the comfort level of all users not always be a collective user preference of the

occupants. In [77], Multi-user Interaction Model that used Bayesian Networks is

presented. The goal of the model is to infer the appropriate a group service for in-

habitants. Their works focused on inhabitants in a smart home. Therefore, it only

discussed inference a group service without addressing the relationship between
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occupants. Since the relationship among inhabitants in a smart home is different

to the relationship among occupants in the smart building, their approach may not

be suitable for smart building environment.

2.4 Summary

Much works have been proposed to deal with diversity and complexity in IoT

environment. However, how to design a standard API for reducing application

development cost has not been addressed properly. An alternative approach to

extend the traditional RESTful API, which is lacking resource description, is nec-

essary. In this work, first, we focus on how to design a de-facto standard API of

heterogeneous IoT devices, which provide various different services, for realizing

open services in smart buildings.

Although much work has been done to enforce security in smart environments by

integrating context information to access control model and managing access con-

trol on heterogeneous protocol devices, it is necessary to address the heterogeneity

of API-enabled devices and the dynamism in smart environments. Moreover, more

work is needed to implement and evaluate framework in real environments. The

next focus on this work is how to develop an access control framework which deals

with the heterogeneous devices and dynamic environment in smart buildings with

the implementation and evaluation in real environments.

Although services in buildings become an attractive area in the research commu-

nity, the previous works mainly focused on providing services rather than how to

develop a service. The next focus in this work is how open API can be utilized to

support a realization of ideas into services. As the concrete example, we will show

how to develop a service for predicting collective user preference by utilizing open

API.
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Chapter 3

De-Facto Standard API Design

In this chapter, we present a de-facto standard for API design, which is part of IoT

architecture for open services in smart buildings. Firstly, we describe the flow of

application development in open services environment. Next, we propose an IoT

architecture to allow developers create application more easily. We also describe in

details how we implemented the proposed architecture. Then, we describe how to

evaluate the proposed architecture. Finally, the summary is provided at the end

of the chapter.

3.1 Application Development

In this section, we describe how to develop applications for open service in smart

buildings and what is the problem when developing applications. The Fig. 3.1

shows the general flow of application development in smart buildings environment.

How to exchange data and communicate with the IoT devices in smart buildings

are described in developer site. To realize open services, developer site is disclosed

to the public. Everyone can bring their innovation to utilize IoT devices and

develops new applications. By referring the developer site, they can establish new

applications to provide services for occupants of the building.

Let us suppose that we are going to develop a new application, named Smart

Room Application, in which occupants are able to monitor and control the devices
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Figure 3.1: General Flow of Application Development

in the room through their terminals. To build this application, developers at least

have to provide two information, the list of devices in selected room, and the list of

device properties, which can be monitored or controlled by the occupant. The first

information can be provided by registering where a device will be placed initially

in the system. Therefore, API for obtaining the list of devices can be designed

easily. However, providing the latter information is challenging because of the

heterogeneity of devices in buildings. Each device has its properties, which are

distinct each other. For instance, an air conditioner may have properties such as

power (on or off), current temperature, set temperature, fan direction, fan speed,

and etc. Different to an air conditioner, light may have properties such as power

(on or off), brightness, color, and etc. Other devices such as elevator, surveillance
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camera, sensors, actuators may have their own properties, which different to air

conditioner and lights. Moreover, the same type of devices, which are produced by

a different manufacturer, may also have different properties.

Currently, each manufacturer defines specification and design API for their de-

vices product separately. To combine IoT devices freely and build new applications,

developers have to master all of specification and configuration of device APIs they

want to use. It is significant to investigate how to simplify heterogeneous device

and design a de-facto standard API for IoT devices.

Due to its simplicity, RESTful architecture [17] is widely adopted in web ser-

vices. In the traditional RESTful style, the property of resource is usually used

as the endpoint of URI. When adopting RESTful API for IoT devices, the prop-

erty of device become the endpoint of URI, for instance, the temperature of an air

conditioner in a room, may describe as URI below:

http://.../room/:id/air_conditioners/:id/temp

The brightness of a light in a room, may described as URI below:

http://.../room/:id/lights/:id/brightness

To provide the list of device properties, which can be monitored and controlled

by the occupant, developers have to refer the developer site to confirm the func-

tionality of devices. For example, occupants are able to monitor and control power,

temperature, and fan direction of an air conditioner. To control a power, develop-

ers have to confirm which API to be used, and what a parameter to be set when

sending an invocation to the device as well as to control a temperature and a fan

speed. The lack of functionality description in traditional RESTful style can lead

to increase application development cost. Since a number of IoT devices are ex-

pected to grow rapidly, it is necessary to investigate a new approach to extend the

traditional RESTful style and provide an appropriate design of device APIs.
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3.2 API Design

To deal with the problems described in the previous section, we propose a de-

facto standard of API design for open services in smart buildings. In our design, we

divide the API into two categories: device API, and context API. In this section,

first, we explore the structure of smart buildings to identify the entity that exists

in smart buildings. Second, we explain how to standardize device API through

device abstraction. Third, we discuss how we compose context API based on the

relationship of entities in smart buildings which described in the first subsection.

3.2.1 Smart Building Structure

In order to design a de-facto standard of API, we need to know the structure

of a smart building. First, we observe the component of smart building and the

relationship between them. We also discuss how to integrate all of the entities to

the smart building systems. The smart building consists of three main entities:

space, occupant, and device. Space is an area inside the building. If the building

is the college, it may be a classroom, a laboratory, a corridor, a lounge, a toilet,

and etc. To integrate space to smart building systems, we can utilize location

information technologies such as RFID, Infrared, Wi-Fi, and Bluetooth Low Energy

(BLE). An occupant is an individual who occupies in the building. It may be

a student, a professor, a staff, a guest, and etc. The occupant is integrated to

smart building systems through their smartphone or PC. The device is including

appliances, sensors, actuators, which place in entire of the building. Since they are

network-enabled devices, they have been connected to smart building systems.

Since all of the services delivered in the smart building will be related to these

three entities, we investigate the relationship between them. From their relation-

ship, we found what kind of information should be defined to provide services in

the smart building.

• space-occupant. In the relationship space-occupant, first, we observe from the

perspective of space. At least we have to define two relations: who is allowed
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to use that space, and who are currently exist in that space. Otherwise, in the

perspective of occupant, which space is allowed to be used, and the current

space of the occupant have to be defined.

• space-device. In the relationship space-device, from the perspective of space,

we have to define what devices are in the space. From the device perspective,

we have to define the current space of the device.

• occupant-device. In the relationship occupant-device, from the perspective

of occupant, we have to define which devices are allowed to be used by the

occupant. From the perspective of device, we have to define who are allowed

to use the device.

3.2.2 Device API

To standardize device API, we have to accommodate all of IoT devices and

simplify the properties of such devices. Based on the exploration of device property,

we propose the device abstraction by classifying properties of devices into two

groups:

• Static Property. Static property of device means the fixed one, including id,

name, current place, functionality, and etc. In this work, we define the static

property as attribute.

• Dynamic Property. Dynamic property of device means the property which

can be changed, including the power, turn on or turn off, for air conditioners

it may the temperature, for the elevator it may the floor, end etc. We define

the dynamic property of device as state.

Basically, in our device API, we adopt the RESTful style, where the identification

of devices relies on Uniform Resource Identifiers (URI) and four main methods of

HTTP (GET, PUT, POST, and DELETE) are used to conduct the operation to

devices. We extend the RESTful style by designing the static property, attribute,
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Figure 3.2: Abstraction on Device API

and the dynamic property, state to become the endpoint of URI. The Fig. 3.2 (a)

shows the basic design of device API that proposed, and (b) shows the example of

the API of air conditioners .

The Fig. 3.3 shows the comparison of endpoint between the traditional REST

style and the proposed design. In the traditional RESTful style, resource’s prop-

erties are designed to become the endpoint of URI. As shown in the Fig. 3.3 (a) ,

if the devices is defined in traditional style, we will have at least five URIs:

http://.../room/:id/air_conditioners/:id/ucode

http://.../room/:id/air_conditioners/:id/name

http://.../room/:id/air_conditioners/:id/temp

http://.../room/:id/air_conditioners/:id/power

http://.../room/:id/air_conditioners/:id/fan
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Figure 3.3: Comparison of API Endpoint

In contrast to the traditional style, we have proposed each device only have two

endpoints: attribute, and state as shown in the Fig. 3.3 (b), with the simple URIs:

http://.../room/:id/air_conditioners/:id/attribute

http://.../room/:id/air_conditioners/:id/state

To overcome the lack of functionality description, we observe the useful informa-

tion for describing devices in the development process. Based on our observation,

the information such as the property, and parameters to set the property are useful

in the development process. Since we can classify this information as the static

property, we include them in attribute. For example, if there is an air conditioner

with three dynamic properties: power, temperature, and fan speed, we can design

device APIs as shown in the Fig. 3.2 (b). The list of dynamic properties and pa-

rameters, the temperature can be set from 18 Celsius to 28 Celsius, and the power

can be set 0 as off, or 1 as on, and the fan speed can be set from 0 to 3, are included
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Table 3.1: List of Device APIs
Device Method URI

Air Conditioner GET /air conditioners/ : id/attribute

Air Conditioner GET /air conditioners/ : id/state

Air Conditioner PUT /air conditioners/ : id/state

Light GET /lights/ : id/attribute

Light GET /lights/ : id/state

Light PUT /lights/ : id/state

Elevator GET /elevators/attribute

Elevator GET /elevators/state

Elevator PUT /elevators/state

Sensor GET /sensors/ : id/attribute

Sensor GET /sensors/ : id/state

Smart meter GET /smartmeters/ : id/attribute

Smart meter GET /smartmeters/ : id/state

in attribute.

3.2.3 Context API

Only device API is not enough to allow development of a new application and

provide services, the context information such as, the current places of occupants,

the list of devices exist in the room, and the list of devices allowed to be used by

occupants is needed. To deal with this requirement, we proposed context API. The

context API is composed based on the observation of smart building entities and

the relationship between them that we have described in the previous subsection.

3.3 Evaluation

In order to investigate the feasibility of the proposed design, we implement Smart

Building API in the real building named “Daiwa Ubiquitous Computing Research

33



Building” [78]. To make the APIs available to developers, we also publish the

documentation of APIs in developer site. To ensure that occupants could only

monitor and control devices they were permitted to, we have deployed access control

manager in our system.

3.3.1 Implementation of Smart Building API

In our building, we have more than 300 network-enabled devices including air

conditioners (AC), lights, smart meters, elevators, temperature sensors, humidity

sensors, and human detection sensors. We used Ubiquitous ID (uID) architecture

[25], and assigned a 128bit unique id to devices in the building. By adopting

uID architecture, we can deal with the management of semantic knowledge of

heterogeneous devices in smart buildings through the ucR model. For instance,

the relationship of device and property, device and room, device and occupant,

can be represented properly. Table 3.1 shows device API we have implemented

based on the proposed API design. The implemented API can be classified into

three types, GET attribute, GET state, and PUT state. GET attribute is used

to obtain static properties of the device. GET state is used to obtain dynamic

properties of the device. PUT state is used to change dynamic properties of the

device. When sending an invocation, the users have to specify device’s id in URI,

and attach an access token in HTTP header. The details of access token will be

explained in the chapter 4. The implementation of API for each device was carried

as follows:

• Air Conditioner. By requesting GET attribute for air conditioners, as a

response the users will obtain static property such as ucode, unique id for

devices, device’s name, and device’s type. Moreover, the users also obtain the

functionality description. Since the users are able to control power, temper-

ature, fan speed, and fan direction of air conditioners, we design each items

and range of the parameter to be added as static description. For example,

to allow the users for controlling the power of air conditioners, we added the
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functionality description as 0 for turn off and 1 for turn on. By requesting

GET state, the users will obtain the current status of the requested air con-

ditioner such as power, temperature setting, fan speed, and fan direction.

By sending PUT state, the users are able to change the current state. In

our implementation, the users are able to set power, temperature setting, fan

speed, and fan direction.

• Light. In lights, by requesting GET attribute, the users will acquire static

property of specified light including ucode, name, type, and room. In our

implementation, the users are able to control light in one room trough two

ways: control entire lights or per row. Therefore, we defined type to specify

the requested light are group of light for one room or a single row. By invoking

GET state, the users will obtain the current status of requested light. By

delivering PUT state, the users could control the status of specified light.

• Elevator. For elevator, by sending GET attribute, the static property of

elevator is obtained. By requesting GET state, the current position of elevator

is acquired. By doing invocation of PUT state, the users are able to call

elevator by including the position as a parameter.

• Sensor. In our building, there are three types of sensors: temperature sensor,

humidity sensor, and motion sensor. For sensors, we only implemented two

end points: GET attribute and GET state because the users could not change

the current status of sensors manually. By requesting GET attribute, the

users will obtain the information such as ucode, name of sensor, type of

sensor and space where the sensor is placed. By sending GET state, the

users will acquire the latest data from specified sensor.

• Smart Meter. Smart meter in our building was installed in every room.

Similar to the sensor, we only implemented two end points: GET attribute

and GET state because of the natural function of smart meter as a sensing

device. By sending GET attribute, the users will get the information includ-
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Figure 3.4: Part of Developer Site-1

ing ucode, name of smart meter, and room where smart meter is installed.

By requesting GET state, the users will obtain electricity used in specified

room. In order to support the flexibility, we allow the users to set parameters

such as hour, day, week, month, year to specified the range of electricity used

to be acquired.

The API server was implemented in 8 core Intel(R) Xeon(R) CPU E3-1230 v3

3.30GHz, with 8 GB RAM. The installed OS is Centos 6.5 and nginx server is used.

We implemented Smart Building API used the Ruby on Rails framework [79].
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Figure 3.5: Part of Developer Site-2
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Figure 3.6: Flow Diagram of Smart Room Application

3.3.2 Developer Site

In order to publish the implemented API, we also developed Developer Site.

The Fig. 3.4 and 3.5 show part of page of developer site. In the developer site,

in addition to device APIs, we also publish the specification of authentication API

and context APIs. Moreover, we also provided a sample code for requesting each

API writing in ruby.

3.3.3 Smart Room Application

We have developed a smart room application, which can be used by occupants to

monitor and control devices through their terminals such as a tablet, a smartphone,

and etc. We developed a smart room application as a web application. The Fig.
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Figure 3.7: Air Conditioners Properties

3.6 shows the flow diagram of the smart room application. We compare while

developing this application using the proposed API design and using the traditional

RESTful style.

1. The first page of the application is a login page. To create this page, we have

to look at the developer site to confirm how to process user authentication

and request an access token. Either use the traditional RESTful style or the

proposed design, we have to look at the developer for one time.

2. After the user successful to verify their credentials and obtain the access

token, the next process is application ask the system regarding current space

of the user through context API. In traditional RESTful style, we have to

found the device which provides service to detect the current space of the

user. In contrast, in our proposed design, we use an API to obtain user
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state which the current space of user is included. In this case, the number of

looking developer site will be higher when using traditional RESTful style.

3. If the current space of the user exists, the application will load a device

selection page. If the system does not know the current space of the user, the

application will load a space selection page. In this page, we load a list of a

room which can be entered by the user. In proposed design, we can obtain

this information through API of user attribute. In traditional RESTful style,

this information can be included in policy. When the user selects a room,

the application has to notice the system by updating the state of the room

through API of room state.

4. The next page is a device selection page. The application has to display a

list of devices in the current room. In the proposed design, the information

of a list of devices can be obtained through API of room attribute. We have

designed the attribute of room including the list of all devices in the room.

5. The last page in Smart Room Application is a device controlling page. In

this page, first we display a list of functionality of a device which can be

controlled by user, for example, if selected device is an air conditioner, the

list may power, temperature, fan direction, fan speed, and etc. Since our

proposed design including this property as a part of device attribute, we just

call an API of device attribute to obtain these lists. In contrast, in traditional

RESTful API, we have to check the functionality of selected device at the

developer site. Since each device has different function and specification, the

number of referring developer site will be higher than the proposed design.

To confirm how much application developing time can be shortened by the pro-

posed design, we have conducted experiments for development process 5). We asked

five students, which have an experience in application programming to become a

developer and create a page to display a list of device properties, which can be
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Figure 3.8: Comparison of Developing Time

controlled by occupants as shown in the Fig. 3.7. We measure the developing time

when using the traditional RESTful style and using the proposed API design.

As can be seen from the Fig. 3.8, compare to the traditional RESTful style,

the application development time can be shortened by referring the proposed API

design for all developers. When creating device controlling page, to display a menu

for controlling device, the developers have to know the properties which can be

controlled by the user. By referring the traditional REST API, the developers

will check manually each property to display including the range of parameters.

For instance, to set the temperature to the air conditioner, the developers have

to look the developer site to refer the range of temperature can be set to the air

conditioner, type of parameters to be sent, and etc, which consume more time. As

a result, it increases the cost of application development.
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Figure 3.9: Programming Language

Conversely, by referring the proposed API, the properties which can be controlled

by the user, can be generated automatically by requesting the static property

endpoint. We have designed to include the useful information in development

processes, such as the functionality and the parameters to set in each functionality,

into the static property. Therefore, the developers can be obtained this information

easily by requesting the static properties and generate the menu automatically as

can bee seen in the Fig. 3.7. As the average of developing time decreased by 73.9

% by using the proposed API design, it is indicated that the proposed design is

successful to reduce the development cost, which allows developers to create new

applications more easily.

3.3.4 User Feedback

In order to evaluate the design of the proposed API, we have asked the users

who have used the proposed API to answer the questionnaire. The questionnaire

is composed of four parts. In the first part, we asked on the experience of the
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participants in using web API. In the second part, we asked the questions regarding

design of the proposed API. In the third part, we asked relating the developer site.

In the last part, we asked about the sample code provided at the developer site.

There are six users who participated in this questionnaire.

• Web API Experience. In this part, we asked if the users have experience

in web API and what programming language that they used to. All of the

participants have an experience in web API programming. The Fig. 3.9

shows the programming language that users have used to. We found that 31

% of the participants have the experience to use web API in Ruby.

• Device API. In this part, we asked the participants to rate four statement

using a five-point Likert scale (1= Disagree strongly, 5= Agree strongly).

The list of statements, mean values, and standard deviations are shown in

Table 3.2 ∼ 3.8. The results show that the proposed APIs including the

specifications are easy to use in general.

Table 3.2: Questionnaire Results on Authentication API

Statement Average rating (SD)

Easy to understand 4.17 (0.41)

Easy to use 4.33 (0.52)

Enough parameter 4.67 (0.52)

Parameter easy to use 4.33 (0.52)

Table 3.3: Questionnaire Results on Room API

Statement Average rating (SD)

Easy to understand 4.33 (0.82)

Easy to use 4.5 (0.55)

Enough parameter 4.67 (0.52)

Parameter easy to use 4.67 (0.52)
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Table 3.4: Questionnaire Results on Elevator API

Statement Average rating (SD)

Easy to understand 4.5 (0.71)

Easy to use 4.5 (0.71)

Enough parameter 4.5 (0.71)

Parameter easy to use 4 (0)

Table 3.5: Questionnaire Results on Air Conditioner API

Statement Average rating (SD)

Easy to understand 4.6 (0.55)

Easy to use 4.6 (0.55)

Enough parameter 4.6 (0.55)

Parameter easy to use 4.8 (0.45)

Table 3.6: Questionnaire Results on Light API

Statement Average rating (SD)

Easy to understand 4.4 (0.55)

Easy to use 4.4 (0.55)

Enough parameter 4.2 (0.84)

Parameter easy to use 4.2 (0.84)

Table 3.7: Questionnaire Results on Sensor API

Statement Average rating (SD)

Easy to understand 4.5 (0.58)

Easy to use 4.5 (0.58)

Enough parameter 4.75 (0.5)

Parameter easy to use 4.5 (0.58)
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Table 3.8: Questionnaire Results on Smartmeter API

Statement Average rating (SD)

Easy to understand 4.33 (1.5)

Easy to use 4.33 (0.58)

Enough parameter 4.67 (0.58)

Parameter easy to use 4.33 (0.58)

• Developer Site. In this part, we asked the participants to rate two state-

ments using a five-point Likert scale (1= Disagree strongly, 5= Agree strongly).

The list of statements, mean values, and standard deviations are shown in

Table 3.9. The results show that the developer site is easy to understand,

and have enough explanation.

Table 3.9: Questionnaire Results on Developer Site

Statement Average rating (SD)

Easy to understand 4 (0.89)

Enough explanation 4 (0.89)

• Sample Code. In this part, we asked the participants to rate three state-

ments using a five-point Likert scale (1= Disagree strongly, 5= Agree strongly).

The list of statements, mean values, and standard deviations are shown in

Table 3.10. The results show that the sample codes provided are helpful and

easy to use. Since the current sample codes are only in Ruby language, one

participant commented it is better to give sample codes in several languages.

3.4 Summary

In this chapter, we have proposed an alternative approach to a de-facto standard

API design for open services in smart buildings. To deal with the heterogeneous

devices, we proposed device abstraction. Based on the investigation of device
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Table 3.10: Questionnaire Results on Sample Code

Statement Average rating (SD)

Helpful 4.83 (0.41)

Easy to understand 4.5 (0.84)

Easy to use 5 (0)

property, for each device, we defined two properties: attribute, static property, and

state, dynamic property. To provide device description, we investigated the useful

information in developing process and included it into the static property. To

evaluate the proposed design, we have implemented Smart Building API, which is

designed by the proposed design. We also developed a Smart Room Application and

compare the development process between the traditional RESTful API and the

proposed design. The results showed that our proposed design has been successfully

reducing the development cost of new applications, and can be easily used to create

new applications.
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Chapter 4

Access Control Framework

In this chapter, we describe an access control framework for open services in smart

buildings. First, we describe the importance of security for open services. Then, we

present design of access control framework for securing open services environment.

After describing the implementation of the proposed framework, we discuss how

we evaluate the access control framework.

4.1 Security in Open Services

As described in the previous chapter, in order to realize the open services in smart

buildings, the information associated with how to exchange data and communicate

with the IoT devices have to disclose to the public. Therefore, the third developer

can bring their innovation to combine various type of devices for providing new

services to the occupants. As a result of publishing APIs, how to access and

control the devices is known by everyone. Consequently, the security system is

necessary to ensure only the authorized user can access and control the devices.

The implementation of open services without an adequate security system will

cause the large security breach. It happens because the employment of IoT devices

directly affects the physical environment. If an unauthorized user is able to access

and control such devices, it may harm an occupant’s life for instance by locking

a door, turning off the lights or air conditioners, which make occupants lose their
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comfortable spaces.

However, the conventional security framework from the cyber world cannot sim-

ply be adopted to the IoT ecosystem, because in IoT ecosystem like smart buildings,

it may consist of heterogeneous devices, from tiny devices such as temperature sen-

sors, humidity sensors, etc to house appliances like air conditioners, refrigerator,

and etc. It is difficult to implement the complex security computations to tiny

devices, which have limited computation and memory resources. Moreover, appli-

ances and devices in smart building environment may be dynamically attached and

removed at any time depend on the necessity. Hence, it is crucial to restrict the

access to such devices by adopting access control framework, which handles the

specific characteristics of the physical world in the smart environment.

4.2 Design of Access Control Framework

The Fig. 4.1 shows the architecture of our proposed framework. To enforcing se-

curity for API-enabled devices, security manager has two main functions: to verify

that a subject is the valid user of the system and to assign an access permission of

the resource. To improve the efficiency of the system, we split the security man-

ager into two components, authentication manager, and access control manager.

Moreover, by splitting the security manager our framework support the scalability

of systems.

4.2.1 Authentication Manager

The main function of authentication manager is to verify user’s credentials and

to issue an access token for authenticated users. In our framework, before send-

ing a request to resources, users have to retrieve access token by verifying their

credentials. Table 4.1 shows the specification of authentication manager in our

framework.

Users send credentials information as a request parameter. Users may also send

auth, authentication method and strength, confidence level as optional parameters.
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Figure 4.1: Access Control Framework

The auth is used for specifying which authentication method will be used to verify

the users. We use strength to specify the lower limit of confidence level. Since

the smart building environment is dynamic, we designed our framework to support

various authentication methods and introduced confidence level [56]. The ranges

of confidence level are between 0 and 1. The APIs in smart building environment

have a different critical level. For example, the critical level of API for acquiring a

value of temperature sensor is different with the critical level of API for controlling

air conditioner. To request API, which has a high critical level, users must be

verified with an authentication method, which has a high value of confidence level.

The access token will be issued for users who have been verified. The access

token contains user id, auth, strength, duration and permission as a payload. The

duration indicates the expiration of access token. The term of permission represents

the authority of verified users. The permission can be adopted according to the
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Table 4.1: Specification of Authentication Manager

Method POST

URI http://.../token

Request Parameter

credentials

auth (optional)

strength (optional)

Reply
200 OK

401 Unauthorized

Access Token

user id

auth

strength

duration

permission

place of smart building system is deployed. In the college, the permission may

be guest, student, staff, professor, and etc. This authority will be used as the

parameter when to evaluate a request sending by users. In order to protect the

legitimacy of the token, we attach a digital signature into the access token. The

private key of authentication manager is used as a key. The legitimacy of this token

can be verified by the public key of authentication manager.

4.2.2 Access Control Manager

The main responsibility of access control manager is to handle the right of users

and restrict access to resources. Table 4.2 shows the specification of access con-

trol manager in our framework. In the smart building with a large number of

resources and users, we need an access control, which is able to deal with these

complex conditions. Since the resources in a smart building may not belong to one

owner, we also need the authorization decision, which based on both attributes of

resources and users. For these reasons, the policy-based access control is used in
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Table 4.2: Specification of Access Control Manager

Method POST

URI http://.../evaluate

Request Parameter
access token

resource

Reply 200 OK

Reply Body

result

duration (when Permit)

alternatives (when Deny)

our framework. We use XACML (eXtensible Access Control Markup Language),

an XML-based language for access control that has been standardized by Technical

Committee of the OASIS consortium [80]. The administrator or the owner of the

resource defines security policy and save it to policy repository. With the policy-

based access control, a various of access control model can be flexibly adopted.

Moreover, the policy in the physical world also can be easily created.

In our framework, a verified user will send a request directly to resources. When

a resource receives an invocation from a user, the existence and the expiration of

access token will be checked. If the access token exists and does not expire, the

resource side is forced to ask the access control manager for evaluating the accepted

invocation. The access token and the resource attached as request parameters.

After an evaluation request from the resource side is accepted, the access control

manager will verify the legitimacy of the access token. The legitimacy of the access

token verified with the public key of the authentication manager. Authentication

method, confidence level, and permission, which included in the access token, can

be used as authorization decision factors. For example, the request to a specific

API requires a specific authentication method. Moreover, to access an API, which

has a high critical level, such as controlling an air conditioner, calling an elevator,

the user is required to acquire a high value of confidence level. Also, the permission,
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Figure 4.2: Flow of Security Enforcement

which represents the authority of the verified user, can be used as a role. Some

devices can be restricted to specific roles.

The access control manager has evaluation engine, which is used to decide the

authorization of requesting user. The decision will be made based on the security

policies, which are composed by administrator or owner of the resource in advance,

and the result will be Permit or Deny. If the result is Permit, reply body included

the duration of permission. If the result is Deny, reply body included alterna-

tives, the alternative of the authentication method. The evaluation result is sent

to resource side, and resource side uses it as decision factor to serve or deny an

invocation.
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4.3 Implementation

To investigate the feasibility of our framework in the real smart environment,

we implemented the security manager in our smart buildings system, where device

APIs have been implemented. We implemented security manager as RESTful API

[81] of in accordance to specification in Table 4.1 & 4.2. We implemented the

security manager used the Ruby on Rails [79] framework. Firstly, we describe the

implementation of user management, which can not be

The Fig. 4.2 shows the flow of security enforcement in our implementation. The

user information is registered in the database. As a prototype, we use HTTP Basic

Authentication for verifying the user identity and use JSON Web Token [82] as an

access token. The access token is encoded by Base64 [83]. Since we implemented the

security manager as REST API, it is easy to adopt other authentication methods,

such as card key, biometrics, and etc.

1. The user sends HTTP POST request to authentication manager. Since we

use HTTP Basic Authentication, the user has to provide a username and

password. Then, the authentication manager verifies accepted username and

password. If the verifying process is successful, the authentication manager

issues an access token. In order to protect the legitimacy of the access token,

we use RSA signature with the key size 2048 bits.

2. The authentication manager will return an access token, which contains user

id, authentication method, confidence level, token expiration and permission

as a payload.

3. The verified user sends a request to resource side. In our smart building sys-

tems, HTTP-based device API have been implemented. Through the device

API, users are able to send a request like GET property, GET state, PUT

state to devices such as sensors, actuators, air conditioners, lightings, eleva-

tors, and smart meters. The access token is attached to HTTP request in a

new field of HTTP Header.
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Figure 4.3: XACML Policy

4. The resource server checks whether the access token exists or not. If the

access token exists, the expiration of the token is checked. If the token does

not expire, the resource server prepares a new request to the access con-

trol manager, which contains the resource name, and the token as request

parameters.

5. The resource server sends HTTP POST request to the access control manager

for evaluating an accepted invocation. The access control manager verifies the

legitimacy of the token with the public key of the authentication manager. If

the verifying process is successful, the payload of the token is used as factors

decision in evaluation engine. We use XACML policy language to define

the security policy. We use WSO2 balana [84], the open source XACML
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implementation, as an evaluation engine. We have composed the security

policy in XACML format for every type of devices in our smart building

system. The policy restricts access to the device based on the role. For

this implementation, the access control manager uses the permission which

is included in access token as a decision factor. The result of the evaluation

is returned to the resource server. The Fig. 4.3 shows part of the XACML

policy that we used in our implementation.

6. If the evaluation result is Permit, the resource server executes and reply the

request. If the evaluation result is Deny, the resource server returns 401

unauthorized error. To improve the performance of access control manager,

the cache is implemented in the resource server.

Although the concept of the token in our framework is similar with OAuth[85],

which has been widely adopted in web architecture, the implementation of proposed

framework is different to OAuth as showed in Fig 4.4. In OAuth, the token is issued

after the owner authorizes the client to access the resource. Since the smart building

consists of heterogeneous devices, which the heterogeneity of critical level of API,

it is inefficient to decide which APIs are authorized to the client before issuing the

token like OAuth flow. By contrast, the token in our framework is issued after

the user verified the credentials and the authorization process is enforced after the

user sends a request to the resource. Moreover, the token in proposed framework

is designed to include user’s information which is used not only for authorization

process but also can be utilized, for example, to create access logs, caches, on the

resource side.

4.4 Evaluation

In order to show that the proposed framework is feasible, first, we describe

that the proposed framework is able to deal with the threats in smart buildings.

Second, we explain that the proposed framework is usable and easy to integrate with
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Figure 4.4: Comparison to OAuth

existing device APIs. Third, we describe that the proposed framework is scalable

compared to the conventional framework. Finally, we describe the experimental

result to evaluate the performance of the implementation.

4.4.1 Security

Here we describe that our framework is able to deal with the threats in smart

buildings.

Unauthorized Access

As a countermeasure of unauthorized access, we adopted the access token. Ev-

eryone who tends to access the resources is forced to verify oneself through authen-

tication manager. An intruder may also guess a password and request an access

token to authentication manager. To prevent the unauthorized access, we intro-

duce the confidence level. Despite the password of users is cracked, we can set the
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confidence level of authentication method based on password with the low number

and prevent unauthorized access from critical access.

Eavesdropping

In order to retrieve an access token, intruders may examine the packet between

the user side and resource side. To prevent this attack, the duration is included in

the access token. Although the intruder steals the access token, the user is able to

re-authenticate itself and the stolen access token become expired.

Token Tampering

As a countermeasure of token tampering, we adopted the digital signature to an

access token. The issued access token is signed by the private key of authentication

manager. The legitimacy of the access token can be proved by the public key of the

authentication manager. If intruder modified the access token, the request, which

is sent by the intruder, will be denied.

4.4.2 Usability

Here we explain that our framework is usable in the real smart building. We

have designed the framework to be adopted easily in the real smart building. In

order to reduce the modification in the resource side when integrating our proposed

framework to existing device API, we have designed the access token to be attached

in the HTTP header. Therefore, the addition of an access token does not affect

the current parameter of API specification. We also designed the framework as

RESTful API, as a result, the developer is able to adopt the framework easily in

the HTTP-based application.

4.4.3 Scalability

First, we explore the scalability of security framework when the number of devices

increased. In in-situ security framework, the security manager is needed for each
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Figure 4.5: Scalability

independent new device. In proxy security framework, it is needed to modify the

security manager. The information of who is authorized to access the device has

to be added. In the proposed framework, it is only needed to modify the security

policy. Compared to the conventional security managers, the modifying security

policy is less costly.

Second, we investigate the scalability of security framework when the number

of users increased. In in-situ security framework, it is needed to modify security

manager on each device, which is accessible for the new user. In proxy security

framework, the modification of adding a new user to the security manager is needed.

In the proposed framework, it is only needed to add a new user to authentication

manager.

Third, we compare the scalability of security framework when the number of

policies increased. In in-situ security framework, in order to adopt a new policy,
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the entire security manager in devices have to be modified. In proxy security

framework, the security manager, which is the center of the system has to be

modified. In the proposed framework, it is only needed to add a new policy to

policy repository.

Through these comparisons, the proposed framework shows the less costly and

the best scalability. Furthermore, the proposed framework also considered the het-

erogeneity of devices, which is difficult to implement in in-situ security framework.

Moreover, the proposed framework introduces the decentralized concept of security

manager by dividing it into the authentication manager and access control man-

ager. This approach addressed the bottleneck in proxy security framework which

security manager is placed in the center of the system.

In order to investigate the scalability of the proposed framework when the num-

ber of users increases, several experiments have been conducted. We conducted

experiments with 100, 200, 300, 400, 500, 600, 700, 800, 900, 1000 users. Each

user is set to send a request for 100 times. The sending request was an HTTP

GET request, which asked for a current state of a device. In the first experiment,

to suppose a heavy load environment, we set an interval time between requests in

random by 5 to 10 seconds. In the second experiment, the interval time of requests

are set in random by 15 to 30 seconds. In the third experiment, to suppose a

normal environment, we set an interval time between requests in random by 30 to

60 seconds. We record the response time of all requests and calculate the average

of response time for each number of users. The Fig. 4.5 shows the average of

response time for each number of users. In the heavy load condition, the response

time increases linearly. However, the response time shows the stable value in the

normal condition.

4.4.4 Performance

In order to evaluate the performance of the implementation of the proposed

framework, a various of experiments have been conducted. The experiments have
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Table 4.3: List of HTTP Request for API-enabled Device

Device HTTP request

Air Conditioner GET /air conditioners/ : id/state

Light GET /lights/ : id/state

Sensor GET /sensors/ : id/state

Smart meter GET /smartmeters/ : id/state

Elevator GET /elevators/state

been conducted in a real smart building named “Daiwa Ubiquitous Computing

Research Building”. In this experiment, we used 84 sensors, 114 lights, 81 air

conditioners, 23 smart meters, and 1 elevator. The resource server and Security

Manager was implemented in 8 core Intel(R) Xeon(R) CPU E3-1230 v3 3.30GHz,

with 8 GB RAM. The installed OS is Centos 6.5 and nginx server is used.

We conducted the experiment in the client-server model. As a client, we devel-

oped an application that sends a request through device API in a range of time.

We conducted experiments with 10, 20, 30, 40, and 50 users. In one experiment,

each user sends a request for 100 times, and we set an interval time between re-

quests in random by 5 to 10 seconds. The sending request was an HTTP GET

request, which asked for a current state of a device. Table 4.3 shows the list of

HTTP request for API-enabled devices. A device was chosen randomly for each

invocation.

The Fig. 4.6 shows the result of the experiments for 10, 20, 30, 40 and 50 users.

The Fig. 4.7 shows the cumulative distribution of the experiments for each 10, 20,

30, 40, and 50 users. Table 4.4 shows the average time and standard deviation

for each measurement in client side. From the measurement in client side, we

found that the average of response time increased as the number of users. In the

experiments for 10, 20, 30 users the standard deviation almost same, less than 30

ms. On the other hand, in the experiments for 40, 50 users the standard deviation

increased. In the 50 users, there were 20 requests, which have the response time
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Figure 4.6: Response Time

more than 1 seconds. Since it happens at the almost same time, it may be caused

by the bottleneck in resource server. It seems that the limited of users, which can

be served by one resource server, one Authentication Manager, and one Access

Control Manager, was 50 users. For better performance, we need to decentralize

the server.

In order to investigate the scalability of the proposed framework when the num-

ber of users increases, several experiments have been conducted. We conducted

experiments with 100, 200, 300, 400, 500, 600, 700, 800, 900, 1000 users. Each

user is set to send a request for 100 times. The sending request was an HTTP

GET request, which asked for a current state of a device. In the first experiment,

to suppose a heavy load environment, we set an interval time between requests in
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Figure 4.7: Cumulative Distribution of Client Side Response Time

random by 5 to 10 seconds. In the second experiment, the interval request time

is set in random by 15 to 30 seconds. In the third experiment, to suppose a nor-

mal environment, we set an interval time between requests in random by 30 to 60

seconds. We record the response time of all requests and calculate the average of

response time for each number of users. The Fig. 4.5 shows the average of response

time for each number of users. In the heavy load condition, the response time in-

creases linearly. However, the response time shows the stable value in the normal

condition. It showed that the proposed framework is scalable enough in normal

condition when the maximal number of users are 1000 person, and the interval

request time between 30 to 60 seconds.

Our experimental results show that the average time of response time in our

framework less than 0.1 seconds, which means our framework satisfy the first
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Figure 4.8: Cumulative Distribution of Server Side Execution Time

Nielsen[86] limitation. Indeed, the experimental in 50 users showed response time

which over than 1 second. Overall, the experimental results indicate that our

framework can be used practically in real smart buildings.

4.5 Summary

In this chapter, we have proposed an access control framework for API-enabled

devices in smart buildings where devices may be attached or removed dynami-

cally. To accommodate this kind of dynamism, we separated security manager as

a third party in the system. Since smart environments like smart buildings con-

sist of heterogeneous devices including those with limited resources, the complex

security computations are delegated to the security manager. We implemented the
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Table 4.4: Results of Measurement in Client Side
Number of Users Average Time Standard Deviation

10 users 36.78 ms 26.76 ms

20 users 38.28 ms 28.77 ms

30 users 39.26 ms 23.38 ms

40 users 56.55 ms 44.06 ms

50 users 32.47 ms 93.04 ms

Table 4.5: Results of Measurement in Server Side
Average Time Standard Deviation

Resource Server 7.75 ms 16.45 ms

Authentication 50.13 ms 22.01 ms

Access Control 3.76 ms 3.91 ms

proposed framework in the real building environment, which consist of more than

300 devices. Through the analysis, we showed that the proposed framework is ca-

pable of enforcing security in smart environments. To evaluate the performance of

the implementation, we also conducted several scenarios of experiments. From the

measurement both client side and server side, the result showed that the average

of response time less than the first Nielsen limitation, 0.1 seconds, indicating our

proposed framework is feasible to be practically used in real smart buildings.
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Chapter 5

Services in Smart Buildings

In this chapter, we present one of the concrete examples of delivering service in

smart buildings by utilizing IoT devices. First, we describe the purpose of smart

buildings based on the investigation of the previous research. Then, we discuss the

problem of realizing comfort environment in smart buildings. Next, we propose

an algorithm for predicting collective user preference in smart buildings. We also

describe how we implement the proposed algorithm and evaluate it in the real

smart buildings.

5.1 Purpose of Smart Buildings

The concept of smart buildings has emerged as the utilization of information

and communication technology (ICT) to overcome the various problems in the

building environment. For many years, the research community has addressed the

issues related to building environment including energy consumption, user comfort,

user safety, and etc. The rapid advancement of ICT provide a great potential to

manage the building environment for example by installing wireless sensor network

throughout the building, the real-time monitoring can be realized. The feedback

from the environment can be used as optimization tools to make the building more

efficient.

The rapid growth of IoT devices can be utilized to provide a wide range of services
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to the occupants. Before presenting a concrete example of delivering service in

smart buildings, first, we observe the purpose of smart buildings. Based on our

investigation related to services in buildings presented in chapter 2, we can define

two purposes of smart buildings:

• To Reduce Energy Consumption. In order to provide the reduction of

energy consumption, the IoT devices can be used to improve the efficiency.

For instance, by monitoring the occupant behavior, it is possible to decrease

the waste energy by adjusting the Heating, Ventilation and Air Conditioner

(HVAC) system to start up when necessary.

• To Provide Comfort Environment. Regarding the purpose of providing

comfort environment, the IoT devices can be adopted to recognize the comfort

condition for the occupants. Since the usage of appliances such as light and air

conditioner are relating to reaching the comfort condition of the occupants,

it is possible to perceive what is the comfort condition by recording the log

of the usage of such appliances.

As a concrete example of delivering service in smart buildings, we investigate a

service for providing comfort environment, especially on user preference in smart

buildings. In the next section, we investigate the problem of predicting user pref-

erence in smart buildings.

5.2 User Preference in Smart Buildings

How to provide a comfortable environment for occupants is one of the aims of

smart buildings. Since people spend more than 80% of their lives in buildings, the

environmental comfort strongly affects the occupant’s productivity and quality of

life and work. The occupants use the device in buildings to reach their own comfort

conditions. For instance, if the room temperature is too high, the occupant will

turn on the air conditioner to cool down the room. If the room is dark, the occupant
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will turn on the light to brighten up the room. The action such as turn on the air

conditioner and the light is taken in order to satisfy their own comfort conditions.

By recognizing the user preference from user behavior, it is possible to provide

comfort environment.

The prediction of user preference can be performed by monitoring the usage of

appliances. For example, by monitoring the usage of air conditioners, the systems

are able to acquire the information related to user preference such as the setting

temperature, the setting of fan speed, the setting of fan direction and etc. By

analyzing the usage log of such appliances, the prediction of user preference can be

conducted. The systems could provide the comfortable environment by adopting

the user preference to the appliance.

However, how to provide the comfortable environment in buildings is challenging

because the building spaces are occupied by a group of occupants. Adopting one

user preference may not satisfy the comfort conditions of all occupants. In addi-

tion, the comfort conditions of occupants may dynamically change depend on the

external environment. For instance, the comfort conditions during the winter sea-

son may different from the summer season. Therefore, it is necessary to investigate

how to predict collective user preference, which dynamically changes.

5.3 Collective User Preference

In this section, we propose an algorithm for predicting collective user preference.

First, we explain the basic idea on how we extract a relationship of the occupants

from the interaction between the occupants and the system and used it for pre-

dicting collective user preference. Second, we describe how to resolve the conflict

of the relationship between the occupants.

5.3.1 Basic Idea

We started by investigating how the occupants do an action in order to satisfy

their own comfort conditions. The Fig. 5.1, 5.2, 5.3, and 5.4 show the flow of
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Figure 5.1: Occupants Action in The Room-1

Figure 5.2: Occupants Action in The Room-2
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Figure 5.3: Occupants Action in The Room-3

Figure 5.4: Occupants Action in The Room-4
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how the group of occupants do an action in the sharing spaces. In the room R1,

there are three occupants u1, u2, and u3, who are sharing spaces. The room R1

has one air conditioner ac-1, which is used to control comfort in the room. As can

be seen in the Fig. 5.2, an occupant u1 enters the room R1, because the current

conditions do not satisfy the occupant, he would turn on the air conditioner ac-

1, and set the temperature to 28◦C through the system. As a result, the access

log will record the member of the group is u1 and the comfort temperature is

28◦C. Afterward, an occupant u2 enters the room R1, because he feels comfortable

with the current conditions, he does nothing. Because the member of the group

of occupants changes, the access log will record the members of the group are u1

and u2, and the comfort temperature is 28◦C. Then, an occupant u3 enters the

room R1, because the current conditions do not satisfy him, he does an action by

changing the set temperature of air conditioner ac-1 with 22◦C. Therefore, the

access log will add a record, which the members of the group are u1, u2, and u3,

and the comfort temperature is 22◦C.

From the above observations, we noticed that the comfort conditions for a group

of occupants can be known from the last manual intervention on changing condi-

tions. In the smart buildings, the group of occupants who are sharing spaces in

the room, and every manual intervention on changing conditions can be recorded

in the access log. By utilizing this information, we design an algorithm for learning

collective user preference that can be used to provide an optimal comfort level to

the occupants in the smart buildings. Based on the above observations, we design

a model and propose an algorithm.

Formally we define U as a set of all occupants:

U = {u1, u2, ..., un} (5.1)

We define comfort condition of all occupants C as:

C = {c1, c2, ..., cn} (5.2)

where ci is a comfort condition of ui. Comfort condition may be room temperature,
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illumination, or humidity. At first, all ci is initialized as undefined, which indicates

that the comfort condition of ui is unknown.

When the set of users GL are sharing space in the room, and an occupant uL

who is a member of GL changed the room condition manually, the new condition

cL is recorded as new log entry L in access log,

L = {GL, uL, cL} (5.3)

From this log entry, we can make the following assumptions:

• Compared to the others occupants in GL, uL has greater authority. For

example, if GL = {u1, u2, u3} and uL = u1, the system learns that u1 > u2,

u1 > u3. The notation a > b means that a has greater authority than b.

• The preference of uL is cL, and the system updates c[uL] := cL

For example, if we have two logs L1 = {Gx, u1, cx} and L2 = {Gy, u2, cy}, where
Gx = {u1, u3, u4} , Gy = {u1, u2, u3}, cx = 22◦C, and cy = 26◦C. From Gx and u1

we get:

u1 > u3, u1 > u4 (5.4)

and from Gy and u2 we get:

u2 > u1, u2 > u3 (5.5)

We want to use the two logs above for optimizing the room temperature for new a

user group Gz = {u1, u2, u4}, who are sharing space in the room. We decide who

has the greatest authority in Gz by using the previous logs. Considering that > is

a partial order relationship, we obtain the following equation from (4) and (5),

u2 > u1, u2 > u4 (5.6)

which means that u2 has the greatest authority in Gz. According to (6), we can

choose c2 as the comfort temperature for Gz.

From the observation above, we can express the hierarchical relationship of U =

{u1, u2, u3, u4} as directed graph in Fig. 5.5.
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Figure 5.5: Hierarchical Relationship of Occupants

We use topological sorting [87] top-to-bottom for choosing which user’s comfort

preference to be adopted for all users. If the system does not know the hierarchical

relationship between members of collective users, the system provides a default

comfort preference and waits until an occupant who has greater authority changes

the condition.

The algorithm predicts the collective user preference based on the interaction

between the occupants and the system. Therefore, the algorithm can be used

even in a group of occupants which do not have a hierarchical relationship. The

occupants may decide the comfort conditions by voting. After they decide the

comfort conditions, one of the occupants will apply it to the system. As we explain

before, the system will record this condition as comfort condition for them and it

can be used for predicting comfort conditions of the same group of occupants in

the future.

In order to keep user preference and user relationship information up to date,

we update user preference when the occupant directly accesses and change the

current conditions. We also update the occupant’s relationship when the room

state changes, the occupant enter or leave a room, and the occupant makes a
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change to the current conditions.

5.3.2 Resolving Conflicts

In the real world, the hierarchy may not exist between the occupants who share

the building spaces. In this condition, each user may tend to decide the comfort

conditions and do arbitrary action in order to apply their own comfort conditions.

If the edge is added to the occupant’s relationship graph for every action to the

environment, the loop may be created. The loop will cause inconsistency of the

relationship between the occupants.

We investigate the following possible solutions to prevent the loop of relationship:

• Remove the older relation. By removing the older relation, we restore the

relationship to initial state and wait until the next manual intervention. It

allows the system to deal with the environment, which the several occupants

have the same authority.

• Keep the older relation and ignore the new one or remove the older relation

and apply the new one. In this solution, the loop of relationship is prevented

by keeping one relationship and ignoring the other one. However, in this

solution, the system can not deal with the environment that has occupants

with the same authority.

• Keep the relation which has the bigger count of access. In this solution, the

loop of relationship is prevented by keeping one relationship, which has the

greater number of access. However, with this solution, an occupant is able

to plan to get priority from the system by increasing the number of access.

As a result, the system will prioritize an occupant, who are not the user with

the greatest authority.

Based on the investigation, we prevent the loop of relationship with the first

solution, by only removing the old one. Therefore, the same authority of occupants

can be defined and no one will get the priority.
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Figure 5.6: Smart Building System Architecture

In order to avoid inconsistency of the relationship of occupants, we break loops

by removing the older relation that caused the loop. In the previous example, the

directed graph can be denoted as below.

G = {V,A}

V = {u1, u2, u3, u4}

A = {(u2, u1), (u2, u3), (u1, u3), (u1, u4)}

(5.7)

If users u1, u2, u3, u4 are in the room, and u1 change the room condition manually,

we destroy edge (u2, u1), so that u1 and u2 would not have the loop, which can be

considered a conflict in hierarchy.
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Figure 5.7: JSON Representation of Air Conditioner State

5.4 System Design & Implementation

The system configuration is shown in Fig. 5.6 depicts the smart building system

in our architecture. We developed Smart Building Application Program Interface

(API) which can be used to access devices such as sensors, actuators, air condi-

tioner, lighting, and smart meter. We use Representational State Transfer (REST)

API and choose JavaScript Object Notation (JSON) as the data format in our

Smart Building API. Fig. 5.7 shows the JSON representation of air conditioner

state. The occupants of the building can easily develop an application using Smart

Building API. We use Ubiquitous ID (uID) [25] architecture, and assign a 128bit

unique id to devices in the building.

We developed several agents for providing services to the occupants. Room Agent

is responsible for providing service to the occupants of the room. When the oc-

cupant enter or leave the room, Room Agent will update the current occupant on

the system and ask Comfort Condition Agent to provide an appropriate condition

for the remaining occupants. Device Agent manages the device when an occu-

pant manually changes device settings. Comfort Condition Agent is responsible

for providing comfort condition to the occupants in the room based on proposed
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Figure 5.8: Flow of Service

algorithm. When the occupants change device settings, Device Agent will notice

Comfort Condition Agent to update user preference of the related users. The occu-

pants interact with the system through room control application which is explained

in the next section. The access log includes user id, device id, device settings and

timestamp is recorded in the database.

The Fig. 5.8 shows the flow of service in our implementation. How the proposed

algorithm predicting the collective user preference is shown by the top part. After

entering a room, the occupant will check if the room conditions are satisfied his

comfort conditions or not. If he satisfies with the current conditions, he will do

nothing. Otherwise, if he does not satisfy the current condition, he will do manual

interventions to the appliance in order to change the current conditions. Every

manual intervention to the appliance is recorded in the access log. Then, the

system also changes the relationship among the current occupants. The bottom

part shows how the agents providing service to the occupants.

76



5.5 Evaluation

In order to evaluate the proposed algorithm, we have developed a room control

application in which the proposed algorithm is implemented. We evaluated the

algorithm in the smart building named “Daiwa Ubiquitous Computing Research

Building”, located in Hongo campus of the University of Tokyo. We measured the

number of manual interventions before and after the deployment of the proposed

algorithm to the system. The manual intervention is done by an occupant when

the current conditions of the room do not satisfy his comfort conditions. Therefore

we are able to know comfort level of the occupant from the number of manual

interventions.

5.5.1 Room Control Application

In order to let occupants interact with the smart building system, we have de-

veloped room control application. The room control application is web-based, the

occupants interact and control a device in the room from the browser. Room control

application also shows the current settings of the devices in the room. Therefore,

the occupants are able to know the current settings before changing it.

5.5.2 Experiment Scenario

We evaluate the proposed algorithm in room A304 of Daiwa Ubiquitous Com-

puting Research Building. The room is allocated to 4 occupants: one female and

three males. We asked them to use the room control application when they want

to change device settings. We used the lights and air conditioner as the devices in

our experiment. We conducted the experiment into two phases.

First Phase, before deploying the algorithm

We recorded when and who enter and leave the room. We also recorded when

and who access the device through room application and change the device settings.
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Figure 5.9: Room A304 of Daiwa Ubiquitous Computing Research Building

We conducted the first phase of the experiment for a period of one week. From

the data of the first phase of the experiment, we obtained the user preference

of all occupants. As shown in in Fig. 5.9, room A304 has four lights and two air

conditioners.The user preference that we obtained include the temperature settings

of the air conditioner 1, and the air conditioner 2, and which light that occupant

usually use.

Second Phase, after deploying the algorithm

We use record of room state and access log that we obtained in the first phase

of the experiment as the input of the proposed algorithm. As the output, we
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Figure 5.10: Transition of Relationship of Occupants

obtain the hierarchy of the occupants in room A304. We also predict the collective

user preference of the occupants in room A304. We deploy the prediction to the

system so that the system will automatically change the room conditions when

the room state is changed. If the condition which is provided by the system do

not satisfy the occupants, they can manually change the condition through room

control application. We recorded the manual interventions in the second phase of

the experiment for a period of one week.
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5.5.3 Experimental Results

From the first phase of the experiment, we obtained the relationship of occupants

in room A304. Fig. 5.10 presents the transition of the relationship of the occupants.

In the initial stage, there are no edges in the graph. When one occupant accesses

and changes the device settings, edges are created from the current occupant to all

other occupants. In order to avoid inconsistency in the directed graph, we do not

create the opposite direction of the edge. As shown in Fig. 5.10, after the occupants

u3 changes the temperature of the air conditioner, the relationship changes from 1

to 2. Then the occupants u4 changes the temperature of the air conditioner, the

relationship changes from 2 to 3. From this figure, it can be seen that proposed

algorithm destroy the edge from u3 to u4 in order to avoid the inconsistency in the

directed graph.

We show the comparison of the number of manual interventions in the first

phase and the second phase of the experiment in Fig. 5.11. In the first phase of

the experiment, we obtained 67 manual interventions from all occupants, which

decreased to 24 manual interventions in the second phase of the experiment. The

total number of manual interventions decreased by 64.2%. For each occupant, the

number of manual interventions decreased as follows:

• for occupant u1, 80% (from 25 to 5)

• for occupant u2, 70% (from 10 to 3)

• for occupant u3, 60% (from 10 to 4)

• and for occupant u4, 45.5% (from 22 to 12)

The occupant u4 showed the least reduction of manual interventions. From the

record of room state, we obtain that the occupant u4 was the first one enter room

A304 most of the time. Since we did the experiment during the summer season, the

first occupant who enter a room may set the temperature low than their comfort

temperature in order to cool the room faster. Therefore, when the occupant u4
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Figure 5.11: Comparison of The Number of Manual Intervention

enter room A304, he is not satisfied with the conditions provided by the system,

and change the temperature lower than his comfort temperature. After the room

become cool, he changes the temperature to his comfort temperature. Since the

system records the last applied condition as the user preference, this case may

occur for the user who enters the room for the first time.

This result shows that our proposed algorithm can automatically predict col-

lective user preference from the user preference and the relationship of occupants.

Since the total of the number of manual intervention decreased by 64.2% after

the deployment of the proposed algorithm, our algorithm is feasible to optimize

comfort level in smart buildings.
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5.6 Summary

In this chapter, we have observed how the characteristic of organizational hierar-

chy of occupants in smart building influences a decision of comfort conditions for a

group of occupants. In order to provide an optimal comfort level to the occupants,

we have proposed an algorithm to predict collective user preference, unlike most

other work which focuses on the single-user situation. The proposed algorithm is

intuitive because it predicts collective user preference based on real life relation-

ship of the occupants in smart buildings. We evaluated the proposed algorithm by

measuring the number of manual intervention before and after deployment of the

algorithm. The results show that the proposed algorithm reduces the number of

manual intervention for all occupants. We believe that our proposed algorithm is

feasible to optimize comfort level in smart buildings by predicting collective user

preference.
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Chapter 6

Discussion

In this chapter, firstly we discuss how the proposals solve the issue listed in chapter

1. Secondly, we discuss how the combination of our proposals becomes an IoT

architecture, and discuss how the proposed architecture are able to realize the

open services in the smart buildings.

6.1 De-Facto Standard API Design

In order to enable the combination and the utilization of heterogeneous IoT

devices, we have proposed the de-facto standard of web API design, which is the

combination between the device abstraction and uID architecture. The proposed

standard API have implemented by using the HTTP protocol and the standard

method such as GET, PUT, and POST. By providing device API as web API,

we allow the developers to create applications independently. The development

process does not depend on a particular programming language or programming

framework. As a result, the developers are able to choose the language or framework

which they know well.

To realize the de-facto standard API design, we have simplified the property of

IoT devices by performing device abstraction. We have investigated a plethora of

IoT devices which have different function, and found that they have two kind of

properties: static property and dynamic property. We decided to perform device
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abstraction based on these properties because the developer consider using two

properties in different condition. Static property such as name, place, functionality,

etc is describing the devices. The developer may use these properties for giving

device description. Conversely, dynamic property is used to monitor and control the

state of devices. As a result, it is easy to developers for memorizing the abstraction

and utilizing the device maximally.

To manage the semantic knowledge of the device, we also used uID architecture

in the proposed API design. We have assigned a ucode, 128-bit unique id, to devices

entire the building. Since ucodes are assured to be always unique, static, and never

reused, we can manage the device easily even the network topology is changed. The

semantic knowledge relating to the devices are kept in the uID database. By adopt-

ing the uID architecture, we can manage the information connecting to the devices

externally. As a result, the management of device can be performed in a flexi-

ble manner. For example, if the place of deployment is changed, the information

relating the place can be changed without modifying the device directly.

We also proposed the addition of functionality description as the static property.

The functionality description is provided by adding the state that can be controlled

by the user. For example, if users are able to control the power, the temperature,

and the fan direction of an air conditioner, all of the states are provided in the static

property. Each state also contains the parameters can be sent to the device. By

providing the functionality description, we have allowed the developer to generate

the menu for controlling the device automatically. Furthermore, by providing the

parameters, we can decrease the mistake of parameter error.

The proposal design has been implemented in the real smart building. The

evaluation has been performed by comparing the development process which uses

the proposed API design and traditional REST API. The experiment also has been

conducted to confirm how much application developing time can be shortened by

the proposed API design. The experimental result has shown that the average

of developing time decreased by 73.9 % by using the proposed API design. It is

indicated that the proposed design is successful to reduce the development cost
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and allow the developers to combine heterogeneous IoT devices and create new

applications easily. Through the proposed design, we have provided a new approach

to become a reference for API designer who will design API for IoT devices or edge

of IoT architecture.

6.2 Access Control Framework

In order to control access to a diversity IoT devices, we have proposed a novel

access control framework. The proposed framework are able to handle resource-

constrained device by delegating the complex security computation to the security

manager. The proposed framework accommodate the dynamic environment by

deploying the security manager as the third party which is not placed between the

resource and the user. The proposed framework have supported the scalability and

efficiency by splitting the security manager based on their function: authentication

manager and access control manager.

To provide an easy deployment and extension, we have designed the authen-

tication manager as REST API. To handle a various authentication method, we

provide a parameter to describe what authentication method are used. By provid-

ing this parameter, we allow the system to specify which authentication method

are required to access a device. We also utilized the concept of confidence level to

describe the level of trust for one authentication method. By adopting the con-

fidence level, we are able to define different critical level for requesting a device.

Furthermore, we also have designed the access token to include the useful informa-

tion which can be used in the authorization process. To protect the legitimacy of

the token, we have attached a digital signature to the token which can be verified

by the public key of authentication manager.

To simplify the deployment of access control process on the resources side, we

have designed the access control manager in REST API. Since we designed a user

to send a request directly to resources, we have to modify the resources to forward

the request to access control manager. To provide an easy management of access to
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device, we have adopted the policy-based access control. We have chosen XACML

as the access control mechanism because it support a wide variety of data types,

functions, and rules about combining the results of different policies.

The proposed framework has been implemented to support the open services

in the real smart building. We have described that the proposed framework are

able to deal with the threats in smart buildings. We also have explained that the

framework is easy to use and supporting the scalability. The performance has been

evaluated by conducting several scenarios of experiments. The experimental results

have shown that the average of response time less than 0.1 seconds. It is indicated

that the proposed framework is feasible to be practically used for controlling access

to a diversity IoT devices in real smart buildings.

6.3 Services in Smart Buildings

To support the realization of ideas into services, we have described a concrete

example of delivering services in smart buildings. To clarify what services are

needed in a building, we have investigated the purpose of smart buildings, and

classify services in the building which proposed in the prior works. Since the smart

building environment is occupied by a group of users, we have chosen the service

for providing comfort for a group of users as a concrete example.

To understand how the occupants reach their own comfort conditions, we have

observed the behavior of the occupants. From the observation, we have found that

the occupants will take an action only if the current conditions do not satisfy their

comfort conditions. We also noticed that the comfort condition for a group of oc-

cupants can be known from the recent manual intervention on changing conditions.

In order to realize the comfort conditions, which is one of the purposes of the

smart buildings, we have proposed an algorithm to predict a preference of collective

users. We have described how the algorithm predicts the preference of a group of

users. We also showed how the algorithm can be implemented by using Smart

Building API which provided on the developer site.
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Figure 6.1: IoT Architecture

In order to evaluate the feasibility of the proposed algorithm, we have conducted

an experiment by asking the occupants of one room to use the services. The

experimental results showed that the number of manual interventions is decreased

by 64.2 % by using the proposed algorithm. It is indicated that the proposed

algorithm is feasible to become a service for optimizing comfort level of occupants.

This also showed that our architecture is successful to support the realization of

ideas into services.

6.4 IoT Architecture

The Fig. 6.1 shows IoT architecture which is the combination of the proposal

in this thesis, for realizing open services in smart buildings. The architecture com-

posed four main components. The first component is the physical layer, which

contains a various network-enabled device. It may be sensors, actuator, home ap-

pliances, and etc. The second component is the abstraction layer, which contains
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device APIs and context APIs. Since the physical layer consists of heterogeneous

devices which have a different function, configuration, and specification, the ab-

straction layer is required to connect the physical layer and the service layer. The

third component is the service layer, which contains application and developer

site to deliver service to users. The documentation of abstraction layer, device

APIs, and context APIs are published on the developer site. This allows the third

developer to create new applications for delivering services to users. The fourth

component is the access control framework. Access control framework is required

to ensure that the authorized user only can access and control devices in the phys-

ical layer. By adopting the proposed architecture, we have shown that the open

services can be realized in the smart buildings.
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Chapter 7

Conclusion

In this research, we presented IoT architecture, a solution for providing open ser-

vices by combining various IoT devices in smart buildings. Firstly, we proposed

an alternative approach to standardize API design for heterogeneous devices in

buildings environment. To handle heterogeneity of devices, we introduced device

abstraction by investigating the property of devices. To minimize manual procedure

on developing applications, we extended RESTful style by adopting a functional

description. The second, we presented an access control framework for ensuring

only the authorized user can access and control the devices. Lastly, we introduced a

concrete example of delivering services in smart buildings. We developed a service

for predicting collective user preference.

7.1 Summary

In this section, we present a summary of each chapter.

7.1.1 Related Work

In chapter 2, we discussed the previous work related to IoT architecture, secu-

rity framework, and services in smart buildings. Relating to IoT architecture, we

summarized a brief history of ”Internet of Things“, and IoT-enabling technologies.

We also described the prior work which addressed a diverse, complex, and hetero-
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geneous environment of IoT. However, none of the previous work has addressed

properly how to standardize API design, which can reduce the cost of application

development.

Regarding security framework, we discussed the conventional frameworks for

enforcing security to resources. Further, we summarized prior work on enforc-

ing security in the smart environment, which can be divided into two categories:

model and implementation. Research on security model has focused on how to

involve context to security enforcement, whereas research on implementation has

focused on combining the existing framework. However, how to restrict access for

heterogeneous IoT devices are still lacking.

In respect of services in smart buildings, we described a brief history of intelligent

and smart buildings and services needed in the buildings. We summarized the prior

work and classify it into two categories: services for reducing energy consumption

and services for the optimizing comfort of occupants. In the summary section,

we discussed the issues which did not address in the previous works. However,

the previous works mainly focused on how to reduce the energy consumption, and

investigation on how to improve the comfort level of occupants still not address

properly.

7.1.2 De-Facto Standard API Design

In chapter 3, we proposed an alternative approach to standardize API design for

open services in smart buildings. Firstly, we describe the lack of API standardiza-

tion in the current IoT architecture, which leads to high cost of application devel-

opment, which obstructs innovative application to emerging. Moreover, RESTful

API, which is widely adopted in web services, lacks in functionality description.

In order to standardize API, we introduced the abstraction of devices based on

the static property and the dynamic property. To overcome the lack of function-

ality description, we explored the useful information for describing devices in the

development process and included it in the static property. To provide services, we
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also presented context APIs, which is designed based on the relationship of three

entities in smart buildings: space, occupant, and device.

In order to evaluate the feasibility of the proposed design, we implemented Smart

Building API in the real smart building environment. As a use case, we devel-

oped Smart Room Application and compared the development process between

traditional RESTful style and the proposed design. The results showed that the

proposed design has been successfully reducing the development cost, and allowed

the developers to create applications more easily.

7.1.3 Access Control Framework

In chapter 4, we presented a framework for restricting access to heterogeneous

IoT devices in smart buildings. Since IoT environment such as smart building

consists of a variety of devices including those with limited resource, the conven-

tional access control framework from the cyber world cannot simply be adopted.

Moreover, the management of appliances and devices in smart buildings is dynamic

because they may be attached and removed any time depend on the necessity.

To deal with the heterogeneity of devices and dynamic environment in smart

buildings, we proposed a framework which access restriction is performed by the

security manager which is deployed as a trusted third party. By delegating com-

plex security computation to the security manager, it enables the system to handle

resource-constrained devices securely. To support scalability and efficiency, the se-

curity manager is split into authentication manager and access control manager.

Authentication manager has a responsibility to verify the user and issue an access

token for the verified user. The device is enforced to ask access control manager to

evaluate all invocations received. The access control manager evaluate the invoca-

tions based on the access control policies which are composed by the administrator

in advance.

To investigate the feasibility of the proposed framework, we implemented the

framework in our smart building systems. Our analysis results indicated that
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the proposed framework is adequate to restrict heterogeneous devices in smart

buildings. We also conducted some experiments to evaluate the performance of

the framework in the real smart building which contains more than 300 devices

including sensors and appliances. In the experiments, we set the users to send

a request for accessing the device, and we measured the response time of each

request. We also measured the execution time on the server side. Experimental

results showed that the proposed framework is feasible to be practically used in

smart buildings.

7.1.4 Services in Smart Buildings

In chapter 5, we introduced the concrete example of services in smart buildings by

combining IoT devices. Firstly, we described the purpose of smart buildings based

on the investigation of the prior works. We found two main purposes of smart

buildings: to reduce energy consumption and to provide comfort environment.

As the concrete example of services, we observed the latter purpose, providing

comfort environment. We found that how to provide the comfort environment in

the building is challenging because the building spaces are occupied by a group

of occupants. Therefore, we decided to investigate how to predict collective user

preference in smart buildings.

We proposed an algorithm for services on automatically predicting collective

user preference in smart buildings. The algorithm was designed based on two

information which can be obtained by smart building API: access log and room

state. The comfort conditions for the group of occupants can be obtained from the

last applied conditions, which can be identified by using access log. The relationship

of the occupants is generated by monitoring the situation in the room, which can be

recognized by utilizing room state. The collective user preference can be predicted

from the relationship of the occupants that have been generated and the comfort

conditions that have been obtained.

We evaluated the proposed services by conducting several experiments in the
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real smart building environment. We compared the number of manual intervention

before and after the deployment of the proposed service. Experimental results

showed that the manual interventions after the deployment of the proposed services

decreased by 64.2 %, which indicated that the proposed services are feasible to

provide comfort environment in smart buildings.

7.1.5 Discussion

In chapter 6, we have discussed how the proposal in chapter 3, 4, and 5 solve

the issue listed in chapter 1. We also described our approach to addressing the

technical problem and explained our finding during carry out this work. We have

combined the proposals as the IoT architecture to realize open services in smart

buildings.

7.2 Future Work

• In this thesis, we have proposed de-facto standard API design by perform-

ing device abstraction. To control the device, the knowledge regarding the

device, for example, the id of the device is still required. It is important to

investigate how to allow a user to control the environment without a require-

ment of device information. As the future directions, we consider observing

Service Level API, in which users are able to control an environment without

a requirement to know details of the device in the environment.

• In this work, we have implemented the proposed API design by using the

HTTP protocol. Therefore, the third developer can choose freely the language

or framework which they know well to create a new service. For people who

have no programming experience, it is still difficult to realize their ideas into

services. As the future work, we recommend investigating a new programming

framework to develop applications easily.

• In access control framework, we use XACML as the access control mechanism.
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The administrator has to define the policy in XML-based language and store

it in the policy repository. To define the policy, the administrator is required

to understand XACML. It is necessary to observe the policy composition for

a non-technical administrator.

• As a concrete example, we have proposed a service for predicting collective

user preference. Since one of the purposes of smart buildings is to reduce

energy consumption, as the future directions, we consider developing service

for efficient energy consumption.
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